
ADA4 34 MI UABORATORY 'OR COMPUTER SCIENCE PROGRESS REPORT 20 1
D 4 JUL 1982 U N I983(U) MUSSUCHUSETTS INST OF TECH .3

CUMBRIDGE UAB FOR COMPUIER SCIENCE M L DERT OUZS
SSFED JUL 84 ROOD14-83 0125FIG 9/2 N

ENL OEhKNOEFhEohEI
EEEEEEmhhEohEI
EEEmhhmhhhhhEI
smEohmomhEEEE

EhEmohmhEEEEEE
mEEmhhEEEEmhEE



36

MICROCOPY RESOLUTiON H'-S1 CHART
NATONA WkN 1A0 -N



LAOAOR O MASSACHUSETTS iLABORATORY FOR INSTITUTE OFCOMPUTER SCIENCE TECHNOLOGY

m

'0" PROGRESS REPORT 20

July 1982 June 1983

DTIC
CELECTE

AUG2 9 19841

Prepared for the

Defense Advanced Research Projects Agency

TWO 6.aumta km bees aa i
fmr puhueresk s mis b sw if

dif~um In MU"

545 TECHNOLOGY SQUARE, CAMBRIDGE. MASSACHUSETTS 02139 (617) 253-5896

64i



Un 1 gj fi ef9
'ECU.%ITY CLASSIFICATION OF THIS PAGE (When Data Entered)

REPORT DOCUMENTATION PAGE READ INSTRUCTIONS

I RPOR NUBERBEFORE COMPLETING FORM

M I T / L C S P r o g r e s s R e p o r t 2 0 - J l 1 9 8 2 J u n 1 9 8 3

4. TITLE /and Subtitle) .S. TYPE OF REPORT & PERIOD COVERED

MIT aboratory fo omputer Science Progress Report1928
Progress Report 20 - July 1982June 1983 6. PERFORMING ORG. REPORT NUMBER

7. AUTHOR(s) S. CONTRACT OR GRANT NUMBER(S)

Michael L. Dertouzos, Principle N00014-83-K-0125
Investigator, MIT Lab for Computer Science DARPA/DOD

9. PERFORMING ORGANIZATION NAME AND ADDRESS 10. PROGRAM ELEMENT, PROJECT. TASK
MIT Laboratory for Computer Science AREA & WORK UNIT NUMBERS
545 Technology Square
Cambridge, MA 02139

I. CONTROLLING OFFICE NAME AND ADDRESS 12. REPORT DATE

DARPA, IPTO July 1984
1400 Wilson Boulevard 13. NUMBER OF PAGES

ArlinGton. Virginia 22909 225
14. MONITORING AGENCY NAME & ADDRESS(If different from Controlling Office) IS. SECURITY CLASS. (of this report)
ONR/Dept. of the Navy
Information Systems Division Unclassified
Arlington, Virginia 22217 Is. DECLASSIFICATION, DOWNGRADING

SCHEDULE

16. DISTRIBUTION STATEMENT (of this Report)

Approved for Public Release; Distribution is Unlimited

17. DISTRIBUTION STATEMENT (of the abstract entered In Block 20, II different from Report)

Approved for Public Release; Distribution Unlimited.

IS. SUPPLEMENTARY NOTES

19. KEY WORDS (Continue on reverse side It necessary md identify by block number) Theory
Computation Structures Dataflow Multiprocessing
Computer Architectures Distributed Systems Personal Computers
Computer Languages Educational Computing Programming
Computer Networks Hardware Systems Real-Time
Computer Systems Local Networks VLSI

20. ABSTRACT (Continue on reerse aide if necessary end Identify by block number)

-The work reported herein was carried out within the MIT Laboratory
for Computer Science during 1982-1983. This report summarizes
the activities performed under DARPA funding.- )

DD I 1473 EDITION OF I NOV 65 IS OBSOLETE Unclassified
S'N 0102.Lt.O4.6601

SECURITY CLASSIFICATION OF THIS PAGE (Whn Daste Kntred)



PROGRESS REPORT 20

July 1982 - June 1983

Prepared for the

Defense Advanced Research Projects Agency

Effective date of contract: 1 January 1983

Contract expiration date: 31 December 1985

Principal Investigator and Director: Michael L. Dertouzos
(617) 253-2145

This research is supported by the Defense Advanced Research Prcects Agency under Contract No. N10014 83 K 0125. Vews and

conclusions contained in this report are those of the authors and should not be interpreted as representing the offcal opinions or polcy, either

expressed or implied of DARPA. the U.S. Government or any other person or agency connected wth them Ths document is apDoved for PubiC

retease and sale; distribution is unlimited. AcC'<s!- . ar

NIT I

By
Dt st 1i but r 4l/
Availability Codeo

Avail an,/or
Dist Special

LA-/



TABLE OF CONTENTS
/ .. . /,d , ( ,

INTRODUCTION 1
' COMPUTER SYSTEMS AND COMMUNICATIONS; 5
COMPUTER SYSTEMS STRUCTURES' 11
COMPUTER SYSTEMS JOINT REPORT 17

1. Introduction 18
2. Swift 19
3. SWALLOW Distributed Data Storage System 28
4. Naming Facilities for Federated Systems 28
5. Inter-Organization Networking 31
6. Community Information System Project 36
7. Making the VAX Look Like a Personal Computer 38
8. An Argument for Soft Layering of Protocols 40
9. IBM PC Network Software Progress 43
10. Internet Protocol Work 47
11. Network Monitoring Station 53
12. DIRSYS: An Online Directory Assistance System 55

.EDUCATIONAL COMPUTING' 59
1. Introduction 60
2. Boxer 60
3. Work with Students and Teachers 66

FUNCTIONAL LANGUAGES AND ARCHITECTURES. 73
1. Introduction 74
2. Architecture 74
3. Languages 83
4. Multiprocessor Emulation Facility 85
5. Related Topics 92

INFORMATION MECHANICS' 99
1. Conservative Logic and Reversible Computing 100
2. Semi-Intelligent Control 101

-PROGRAMMING METHODOLOGY-, 105
1. Introduction 106
2. Overview of Argus 106
3. User-defined Atomic Types 107
4. Organization of Stable Storage 117
5. Dynamic Modification of Programs 122

'PROGRAMMING TECHNOLOGY' 131
1. Introduction 132
2. MIM Development 132



3. Planning System 134
4. Graphical Programming and Monitoring of Program Behavior 137

-SYSTEMATIC PROGRAM DEVELOPMENT ,, 141

1. Introduction 142

2. Larch 142
3. The Rewrite Rule Laboratory 148

THEORY OF DISTRIBUTED SYSTEMS. 155

1. Overview 156
2. Impossibility of Distributed Consensus 156
3. Approximate Agreement 158

4. Clock Synchronization 160
5. Nested Transactions and Orphan Detection 161
6. Models for Distributed Computing Which Incorporate Time 165
7. Foundations for a Theory of Specification for Distributed Systems 165

8. Byzantine Agreement 167

9. Future Plans 168

PUBLICATIONS 175

I(



ADMINISTRATION
p

Academic Staff

M. Dertouzos Director
M. Rivest Associate Director
A. Vezza Associate Director

Administrative Staffp

J. Hynes Administrative Officer
P. Anderegg Assistant Administrative Officer
M. Jones Fiscal Officer

p

Support Staff

G. Brown C. Morin
J. Coleman E. Prof irio

p L. Cavallaro M. Sensale
R. Cinq-Mars J. Spillane
R. Donahue C. Stevens
T. LoDuca P. Vancini

I



Work reported herein was carried out within the Laboratory for Computer Science,
an MIT interdepartmental laboratory. During 1982-83, the principle financal support
of the Laboratory has come from the Defense Advanced Research Projects Agency
(DARPA), under the Office of Naval Research Contract N00014-83-K-0125. DARPA
has been instrumental in the last 20 years and is gratefully acknowledged here.

Reproduction of this report, in whole or in part, is permitted for any purpose of the
United States Government. Distribution of this report is unlimited.

Final assembly and production of this report was done by P.A. Vancini.



INTRODUCTION

The MIT Laboratory for Computer Science (LCS) is an interdepartmental
laboratory whose principal goal is research in computer science and engineering.

,-ounded in 1963 as Project MAC (for Multiple Access Computer and Machine
Aided Cognition), the Laboratory developed the Compatible Time-Sharing System
(CTSS), one of the first time-shared systems in the world, and Multics -- an improved
time-shared system that introduced several new concepts. These two major
developments stimulated research activities in the application of on-line computing
to such diverse disciplines as engineering, architecture, mathematics, biology,
medicine, library science, and management. Since that time, the Laboratory's
objectives expanded, leading to research across a broad front of activities.

The first such area entitled Knowledge Based Systems, involves making programs
more intelligent by capturing, representing, and using knowledge which is specific to
the problem domain. Examples are the use of expert medical knowledge for
assistance in diagnosis carried out by the Clinical Decision Making Group; the use of
solid-state circuit design knowledge for an expert VLSI (very large scale integration)
design system by the Real Time Systems Group; and the use of specific knowledge
about budgets for an expert planning system by the Programming Technology
Group.

Research in the second and largest area entitled Machines, Languages, and
Systems, strives to discover and understand computing systems at both the
hardware and software levels that open new application areas and/or effect sizable
improvements in their ease of utilization and cost effectiveness. For example, the
Programming Methodology Group and the Real Time Systems Group are developing
languages and operating systems for use in large (thousands of computers)
geographically distributed systems. The extended networks for such distributed
environments are studied by the Computer Systems and Communications Group,
while distributed file servers and cryptographic protection techniques are pursued
by the Computer Systems Structure Group. New research in this overall area also
includes the architecture of very large multiprocessor machines (dedicated to a
single task, e.g., speech understanding or machine vision) by the Computation
Structures, Functional Languages and Architectures, and Real Time Systems
Research Groups.

The Laboratory's third principal area of research, entitled Theo[y, involves
exploration and development of theoretical foundations in computer science. For
example, the Theory of Computation Group strives to understand ultimate limits in
space and time associated with various classes of algorithms; the semantics of



INTRODUCTION

programming languages from both analytical and synthetic viewpoints; the logic of
programs; and the links between mathematics and the privacy/authentication of
computer-to-computer messages. Another example of work in this area involves the
study of distributed systems, by the Theory of Distributed Systems Research Group.

The fourth area of research entitled Computers and People, entails societal as well
as technical aspects of the interrelationships between people and machines.
Examples include the use of computers in the educational process by the
Educational Computing Group; the use of interconnected computers for planning; as
well as the societal impact of computers carried out by the Societal Implications
Research Group.

During 1982-1983, the Laboratory embarked on the ambitious project of
constructing an emulation facility consisting of 64 interconnected large computers,
whose purpose is to analyze the behavior of larger (up to several thousand
machines) multiprocessor systems. This facility will enable experimenters at MIT
and elsewhere in the United States to try out their ideas before committing their
proposed architectures into silicon circuits. Another important development during
this period has been the development of CONCERT by Professor Robert Halstead of
the Real Time Systems Group. It consists of a prototype four-processor
multiprocessor system that will eventually interconnect 32 processors. Together
with a parallel version of LISP, this system will be used primarily to explore the use of
multiprocessor systems in graphics and other applications.

Another growth activity during 1982-83 has been the newly established
Educational Computing Group which is headed by Professor Harold Abelson and
includes Professor Seymour Papert, and Drs. Andrea diSessa and Sylvia Weir. This
group, which in the last 12 years developed the widely used language LOGO, is
currently focusing its efforts on the use of computer technology, cognitive science,
and educational innovation, primarily at the secondary school level.

During this reporting period we have also made substantial progress in distributed
systems research. This major Laboratory focus continues to occupy the attention of
about half of our people. Our recent results have put us in a position to construct a
class of geographically distributed and interconnected systems which strive to
balance local autonomy with application cohesiveness. The hardware resources
that we designed have been transferred to industry (Texas Instruments) and we
expect to take delivery of 30 commercial-level advanced personal computers before
the end of 1984. These and other related machines (single-user Vaxes and Lisp
Machines) are being interconnected into prototype distributed systems within the
Laboratory. It is through these prototypes that we are implementing the collection of
research results that we have acquired up to now. In particular, we are
experimenting with languages, operating systems and applications that establish the

2
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feasibility of distributed systems. This feasibility, in turn, means that an aggregate of
arbitrarily many such interconnected and decentralized machines can render atminimum all the functions of a single centralized computer environment -- in the

presence of local failures which are likely to be frequent as the number of
participating machines becomes large.

Two new research groups were formed during 1982-83: The Imaginative Systems
Group, headed by Professor David Gifford, is involved in the development of a
community information system which uses the MIT FM station to broadcast the New
York Times and other communal data to machines in several researchers homes. At
these sites, special programs "filter out" and collect automatically the data of
interest to each system's owner. The Theory of Distributed Systems Group, headed
by Professor Nancy Lynch, is involved in the theoretical study of distributed systems.
Other group changes carried out at the end of this reporting period involved the
phasing out of two groups, Office Automation and Computer Systems Structure,
because of the departure of their respective leaders.

Other significant events in 1982-83 were the supply by IBM of 40 personal
computers to our faculty and senior researchers for familiarization purposes, and of
an IBM 4341 machine for use as a simulator in our emulation facility. In addition,
several members of the Laboratory worked toward Project Athena, MIT's major
educational computer project that entails some $50 million of grants by Digital
Equipment Corporation and IBM. Equipment Corporation and IBM.

During the past year, we were joined by Assistant Professor David Gifford,
Assistant Professor F. Thomas Leighton (jointly with the Mathematics Department),
Associate Professor Nancy Lynch, and Research Associate Dr. William Long. Our
Laboratory consisted of 348 members -- 48 faculty and academic research staff, 30
visitors and visiting faculty, 70 professional and support staff, 100 graduate and 100
undergraduate students -- organized into 17 research groups. The academic
affiliation of most of these faculty and students is with the Department of Electrical
Engineering and Computer Science. Other academic units represented are
Mathematics, Architecture, Humanities, Center for Policy Alternatives, Sloan School
of Management, and the Research Laboratory for Electronics. Laboratory research
during 1982-83 was funded by 17 governmental and industrial organizations, of
which the Defense Advanced Research Projects Agency of the Department of
Defense provided over half of the total research funds.

Technical results of our research in 1982-83 were disseminated through
publications in technical literature, through Technical Reports (TR278-TR209), and
through Technical Memoranda (TM221 -TM238).

ii 3
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COMPUTER SYSTEMS AND COMMUNICATIONS

The work of the Computer Systems and Communications Group and
the Computer Systems Structure Group this year was so closely related
that a single report best describes it. The single report will be found as a
separate chapter entitled Computer Systems Joint Report.
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Publications

1. Clark, D.D. "Internet Protocol Implementation Guidelines," Internet
Protocol Implementation Guide, Network Information Center, SRI
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Window and Acknowledgment Strategy on TCP (RFC-813)
Names, Addresses, Ports and Routes (RFC-814)
IP Datagram Reassembly Algorithms (RFC-815)
Fault Isolation and Recovery (RFC-816)
Modularity and Efficiency in Protocol Implementation
(RFC-817)

2. Corbato, F.J. "Time Sharing," Encyclopedia of Computer Science,
Ralston, A.(ed.), Second Edition, van Nostrand Reinhold Co., New York,
1983.

3. Corbato, F.J. "An MIT Campus Computer Network," Campus Computer
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6. Saltzer, J.H., Reed, D.P. and Clark, D.D. "End-to-End Arguments in
System Design," to be published in Transactions on Computer Systems.

7. Sirbu, M. and Estrin, D.L. "Cable Television Networks as an Alternative
to the Local Loop," Proceedings IEEE International Conference on
Communications, June 1983.

Theses Completed

1. Cooper, G.H. "An Argument for Soft Layering of Protocols," S.M. thesis,
MIT Department of Electrical Engineering and Computer Science,
Cambridge, MA, May 1983.

2. Genka, J.K.T. "A Dial Up Packet Switcher for an Internet Gateway," S.B.
thesis, MIT Department of Electrical Engineering and Computer
Science, Cambridge, MA, May 1983.

7



COMPUTER SYSTEMS AND COMMUNICATIONS

3. Hornig, C. "A Second Generation Network Interface for Multics," S.B.
thesis, MIT Department of Electrical Engineering and Computer
Science, Cambridge, MA, May 1983.

4. Hsu, F.S. "Design of a Human Interface for an Online Directory
Assistance System," S.B. thesis. . :T Department of Electrical
Engineering and Computer Science, Cambridge, MA, May 1983.

5. Juncosa, E. "A Simple UNIX File System for the SWIFT Operating
System." S.B. thesis, Department of Electrical Engineering and
Computer Science, Cambridge, MA, May 1983.

6. Klein, F.H. "Selective Dissemination Service for Users Within a
Computer Net," S.B. thesis, MIT Department of Electrical Engineering
and Computer Science, Cambridge, MA, May 1983.

7. Konopelski, L.J. "Implementing Internet Remote Login on a Personal
Computer," S.B. thesis, MIT Department of Electrical Engineering and
Computer Science, Cambridge, MA, May 1983.

8. Pinone, M.A. "A Selective Dissemination Service for Users Within a
Computer Net," S.B. thesis, MIT Department of Electrical Engineering
and Computer Science, Cambridge, MA, May 1983.

9. Rao, R.B. "The Design and Implementation of a Mail System for
Interlisp-D," MIT Department of Electrical Engineering and Computer
Science, Cambridge, MA, August 1982.

10. Rittenberg, C.S. "AutoMMS: A System for Automated DEC/MMS
Description File Construction," S.B. thesis, MIT Department of Electrical
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Engineering and Computer Science, Cambridge, MA, May 1983.
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Area Network," S.B. thesis, MIT Department of Electrical Engineering
and Computer Science, Cambridge, MA, expected January 1984.

2. Koile, K. "The Design and Implementation of an Online Directory
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Internetwork Gateway," S.B. thesis, MIT Department of Electrical
Engineering and Computer Science, Cambridge, MA, expected
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5. Osgood, R.D. "Implementation of File Transfer Protocol on UNIX and
IBM-PC," S.B. thesis, MIT Department of Electrical Engineering and
Computer Science, Cambridge, MA, expected September 1983.

Talks

1. Clark, D.D. "Internetting Local Area Networks," Conference on Local
Area Military Networks, Griffis Air Force Base, New York, September
1982.

2. Clark, D.D. "Protocol Implementation and Design: Practical
Considerations," SIGCOMM 83, University of Texas, Austin, TX, March
1983.

3. Saltzer, J.H. "Communications Requirements for Distributed Systems,"
Series of lectures, Nippon Electric Company, Tokyo, Japan, January
1983.
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COMPUTER SYSTEMS STRUCTURES

The work of the Computer Systems Structures Group strongly
overlapped with that of the Computer Systems and Communications
Group. Consequently, the work is reported in a joint chapter entitled
Computer Systems Joint Report.
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Electrical Engineering and Computer Science, Cambridge, MA, January
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COMPUTER SYSTEMS JOINT REPORT

The work reported herein was carried out by the Computer Systems

and Communications Group and the Computer Systems Structure Group.
The efforts were so closely related that a single report best describes it.



COMPUTER SYSTEMS JOINT REPORT

1. INTRODUCTION

The Computer System Structures Group and the Computer Systems and
Communications Group have been working jointly on a series of related projects that
are described in this joint report. The projects cover quite a wide territory:

1) The largest effort was the development of Swift, an operating system
kernel with several unique features: multiple tasks in one address space
with compile-time protection, heap allocation with garbage collection,
and upcall-downcall organization. Swift captures in a single design
many ideas developed in the last ten years on how to integrate network
communications and display management with an operating system
kernel.

2) SWALLOW is a unique remote file storage system that uses an append-
only user interface to provide atomicity of file updates.

3) A thesis explores whether names used in computer systems can more
closely resemble the way names are used by people.

4) ThC .n.crc.nnection. of n. .... b onging to different organizations is
the subject of a new research direction that explores both the technical
and policy issues that are raised.

5) The Community Information System is a new, experimental approach to
dissemination of information using radio broadcast of large volumes of
data and selective filters implemented by intelligent receivers.

6) A Remote Virtual Disk protocol was designed, implemented, and placed
in service as part of a project to explore models of personal computing.

7) The experience of several years in designing network protocols with
modularity violations was captured in a thesis on "soft layering."

8) The IBM personal computer was turned into a full scale network host
attached to the Ethernet, with file transfer and remote login facilities.

9) Work continued on Internet protocol and gateway implementation,
including especially an exterior gateway protocol that permits isolation
of the internals of one organization network from another.

10) A ring network monitoring station was completed. Statistics can now be
gathered concerning the relative effectiveness of token rings and
Ethernets.

18
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11) An online directory assistance system, DIRSYS, provides a unique
interface to a telephone and mailbox directory of 20,000 names.

These eleven projects, and many sub-projects, are individually described in the
sections that follow.

2. SWIFT

2.1. Milestones

The past year has seen significant progress in the Swift effort. The first eight
months, roughly, were devoted to planning the implementation effort, including
design of the tasking and memory management systems. Implementation started at
the end of January of this year. A stand-alone system with rudimentary memory
management and a preliminary implementation of the tasking system was running
within a month. This implementation also included a simple driver for the console
terminal and support for timers. The next month was devoted to the development of
network code, including a driver for the 10 Mbit/sec token ring network developed
by our groupland an implementation of the DoD Internet protocol. By mid-April the
system was regularly sending and receiving Internet packets, and detailed
performance measurements were under way. Also in April, a Remote Debugging
Protocol was designed and implemented.

The detailed performance measurements carried out during April pointed out many
areas where performance could be improved, particularly in the tasking system and
the I/O device management. As a result, large portions of the system are being
reimplemented at this time.

2.2. Lessons

Programming Language: We have gone against traditional operating system
lore and implemented Swift in CLU -- a high-level, strongly typed object oriented
language. This is not a radical departure; after all, Multics was written in PL/1, UNIX
in C, and Pilot in Mesa. The argument against implementing an operating system in
a high-level language is generally efficiency: there is a general belief that high-level
languages cannot generate appropriately efficient code for the internals of an
operating system. The arguments in favor of implementing an operating system in a
high-level language generally include portability and ease of writing, debugging, and
maintaining code -- the standard arguments for high-level languages, in general,
over assembly language. Operating Systems are written in a high-level language

1 Being sold commercially by Proteon Associates as proNET.
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because the designers believe that the loss in efficiency is outweighed by the
benefits of a high-level language.

There are additional arguments for implementing Swift in CLU beyond these
traditional arguments. The CLU compiler enforces type safety, provides storage
management, and provides and enforces useful data abstraction mechanisms.

Enforced type safety allows us to eliminate the kernel/user distinction, and to have
many processes peacefully coexist in a single address space. We can trade off
compile-time checking for the run-time overhezA of protected areas of memory or
code. This allows us to use the full features of the system even deep within the
bowels of device drivers, historically a difficult place to program and debug code.

Storage management by a garbage collector allows us to freely use variable length
data objects inside the kernel. A large class of operating system problems are
related to allocating and freeing data objects and dangling references. We think that
the system overhead of a garbage collector is a reasonable price to pay to avoid
these problems.

One reason that we chose CLU is that we believed it would be easy to modify the
compiler to support Swift. Though we haven't done this yet, our experience with
CLU so far has been very positive.

Advantages of CLU: We were able to bring up a first system within a month of
coding. Swift has been through one major rewrite already and currently consists of
4600 lines of CLU code, 1600 lines of machine language(ASM) code, and 600 lines of
ASM code for the remote debugger, RDB 2 .

We found the same advantages implementing Swift in CLU that application
programmers have found: increased productivity, the compiler found a good number
of bugs, we were able to integrate different people's code easily, and strong typing
did help correct bugs.

Swift, like all operating systems. had its share of bugs, but most of them were in the
ASM code. The CLU compiler detected most errors in the CLU code. After the ASM

2

Lines Code Comments Blanks

CLU 4656 1166 1587
System ASM 1611 830 408

Equ 1421

ROB ASM 633 222 207
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code stabilized, almost all the bugs that were not caught by the compiler were
conceptual problems with the design of Swift, and not careless errors. This was
partly because of careful coding on our part, and good fortune, but it has convinced
many of us that the CLU compiler is well worth the cost.

Troubles with CLU: A good portion (1600 lines of code) of the operating system
is written in ASM, the assembly language interface of the CLU development system.
Much of this was written in ASM for efficiency, not because it would have been
impossible to write in CLU. However, most of the cost of these operations is the
subroutine call necessary to invoke them. A good example of this is the word cluster
-- a data abstraction we devised to deal with logical operations on 16 bit quantities.
The overhead of a CLU procedure call is on the order of 20 microseconds, so to do a
few simple operations on a word can take as long as 100 microseconds. If the
optimizer performed in-line optimization on words, this problem would disappear.

Adding these optimizations to the compiler does not seem very difficult, and we
plan to make these additions shortly.

Some characteristics of CLU plagued us throughout. A recurring problem is that of
closely coupled abstractions: two data abstractions that together support an
,,,ark, . It would be useful if tho., . same way supported by the compiler to
package the two together so that the representation of each was available to the
other, but to no one else.

CLU is a high-level language, and the details of its implementation should be of no
concern to the programmer. Yet, when writing an operating system, a certain
amount of awareness is necessary. There are times, admittedly few, when
allocations are forbidden. It is necessary to know when CLU is allocating objects
from the heap. There are some expensive mechanisms under the covers that are not
always obviously expensive -. programmers writing the internals of Swift must
understand these.

A serious inconvenience throughout Swift was the problem of dealing with 32 bit
quantities. CLU reserves a bit per longword to determine whether the longword is a
reference or an integer. In application programs this rarely matters -- inside the
operating system it can cause no end of trouble. There are many objects that are
most easily represented by 32 bit quantities: virtual addresses, page table entries,
and so on. We spent a considerable amount of effort trying to find schemes that
would allow us to fit 32 bit integers into CLU, to no avail. The strategy that we
adopted was to allocate objects in the heap to hold the 32 bit quantity, or store the
32 bit quantity in two integers. In cases where performance or space was a serious
issue we resorted to ASM.

Deadline Scheduling: In our experience, computer operating systems often
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need to respond to some events in "real-time;" that is, with a guaranteed maximum
latency. This is true even of systems not explicitly designed as real-time systems; it
is especially important when network support is required. Thus one of the design
requirements we have identified for Swift is that it be able to respond to events in
real-time.

There are a number of problems involved in designing a system, especially a
general-purpose system, with real-time capabilities. First, there is the issue of
preemption. Maintaining a guaranteed maximum latency for response to events
requires that activities in the system must be preemptible. Preemptive scheduling, of
course, requires synchronization mechanisms to coordinate shared access to
resources; these synchronization mechanisms may interact badly with the
scheduling system employed, as will be discussed below.

In any uniprocessor multi-tasking system, the processor is a scarce shared
resource, and hence its usage must be scheduled. To insure the desired low real-
time latency in responding to events, most real-time systems define "priority"
schemes, in which activities are ranked by order of importance and the most-
important (highest-priority) activity is given the processor. The problem with such
schemes is that the priorities have a global significance. The priority of a particular
activity cannot be meaningfully assigned without knowing the priorities of all the
competing activities in the system. In a general-purpose system like Swift, in which
tasks are dynamically created and in which new programs may be run at any time,
this complete knowledge is impossible and hence traditional priority schemes are
not suitable.

An alternative approach to processor scheduling may be motivated by going back
to our original definition of "real-time response;" namely, response with a
guaranteed maximum latency. This definition suggests a natural way to schedule
the processor: each activity specifies to the scheduler its maximum allowable
latency; from the latencies a deadline for each activity is computed, and the activity
with the earliest deadline is run. This approach meets the modularity goals outlined
above: any activity can be designed and specified without regard to which other
activities may be competing. Moreover, it has the advantage that deadlines are a
very natural concept for programmers to grasp, unlike priorities (which are
meaningless numbers in and of themselves).

A problem often noticed with deadline scheduling schemes lies in the specification
of the deadline to be met. Most programs are composed of a variety of
independently-designed modules, and it would be desirable to allow each
independent module to define its own scheduling behavior and deadline. To this
end we have defined the notion of a "scheduler region." Each scheduler region may
independently define the deadline for its own completion. The regions may be

22

------!~---



COMPUTER SYSTEMS JOINT REPORT

nested, subject to the constraint that the deadlines in nested regions must be
monotonically increasing (this constraint is enforced by the software). Regions both
aid in the modular development of software and assist in solving the monitor
interaction problem, as described in the next section.

Interactions of Deadlines and Monitors: As mentioned above, the use of a
preemptive scheduling system requires the introduction of synchronization
mechanisms to coordinate access to shared data; we chose the monitor mechanism,
which integrates nicely with CLU's clusters. Other researchers have noted that such
synchronization techniques can interact badly with priority scheduling systems. For
example, suppose that a high-priority task has to wait to enter a monitor held by a
preempted lower-priority task. If there is another runnable task with an intermediate
pi iority, it will be run next, and will effectively delay the execution of the high-priority
task.

Evidently what is needed is a way to temporarily promote the task holding the
monitor until it can get out of the higher-priority task's way. This is particularly clean
in the case of a deadline scheduler: the deadline of the higher-priority task is
propagated to the task holding the monitor until the monitor is released. This is
implemented by causing the low-priority task to enter an "implicit scheduling region"
in which it will remain until it leaves the monitor in question; its deadline while it is in
the implicit region will be equal to the deadline of the high-priority task waiting for
the monitor.

This simple form of deadline propagation does not suffice, for it is possible that the
low-priority task which holds the desired monitor is itself waiting to enter a second
monitor which is presently held by a third task; and so forth. We need to propagate
the high-priority task's deadline through the entire chain of waiting tasks. We can do
this in a particularly simple and clever way: after promotinq the low-priority task to
the high-priority task's deadline, we simply wake up the low-priority task. When the
low-priority task is awakened, it will again try to enter the monitor for which it is
waiting; deadline propagation will again be performed, and the process will recur
until a runnable task is reached.

In practice, of course, we do not expect long chains of deadline propagations to
occur. It is relatively rare for a task to go blocked with a monitor locked or to attempt
to enter a nested monitor, so most of the time a deadline propagation is required, the
task being promoted will be runnable. In this case the overhead required by
deadline propagation is minimal, and the mechanism cheaply and efficiently solves
the monitor interaction problem.

High Resolution Hardware Clocks are Essential: We have relearned the
lesson that many people have learned over the years: a high resolution hardware
clock is essential.
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Swift has no interrupt handlers. When an interrupt goes off, a task is scheduled to
handle it. We expect to be able to handle interrupts from devices that have a
maximum latency of 100 microseconds. This requires our scheduler to be able to
handle deadlines that are specified in microseconds. We also need microsecond
resolution for metering the code.

The current implementation of Swift on the VAX tries to take advantage of the
hardware interval timer provided.

There are two problems with the VAX interval timer for Swift. The first is the
overhead associated with updating the software clock, due both to the VAX and to
Swift. The second is that the clock is jointly updated: some parts of the clock are
updated by hardware, and some by software, which causes serious interlocking
problems. For this reason, we would strongly prefer a better clock supported in
hardware.

Remote Debugging: Experience with earlier systems has convinced us of the
advantages of including debugging support even in the lowest layers of an operating
system. Unfortunately, many of the facilities needed to support a reasonable
symbolic debugger (such as access to a file system) are not accessible to the low
layers of an operating system, especially early in operating system development. We
decided to investigate an alternative approach for Swift: a remote debugger, in
which most of the code and all of the intelligence of the debugger are moved off the
machine under debug and onto a development machine. The development machine
can provide all the desired supporting facilities, such as a file system, easy access to
symbols and source code, logging facilities, and so forth. The machine under
debug, on the other hand, contains a very small "stub" of code to carry out the
debugging requests generated by the user on the development machine. The two
machines are connected by a network of some description; in Swift this is the local-
area network which forms the backbone of the entire distributed system. The remote
debugger is known as RDB.

Several problems had to be solved in designing a remote debugging system.
Although remote debugging protocols had been designed before, none was
adequate for the job; so a new protocol had to be designed. In contrast to existing
remote debugging protocols. RDB gives the user the capability to interrupt the
execution of the program under debug at any time by sending an RDB request
packet. This required tricky design in the remote debugger stub: the existing Swift
network device driver had to be modified to watch for debugger packets and transfer
control to the debugger at the appropriate time. The remote debugger stub then had
to usurp control of the network device for the duration of the debugging session.

To date, the remote debugger has proved very useful in Swift debugging,
particularly in finding problems related to synchronization and locking problems. As
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mentioned in the section on CLU, many of the typical problems arising in operating
system implementations (such as dangling pointer problems) have been essentially
eliminated by our choice of CLU as the systems programming language.
Nonetheless, the remote debugger has proved worth the effort.

We envision a further use of RDB in performance measurement. In particular, we
need to be able to gather statistical information on execution times and call
frequencies, and then analyze this information. The analysis requires access to the
symbol tables of the program being analyzed, and hence must be done on the
development machine. We plan to use RDB for gathering the statistics and
transporting the statistical information to the development machine for analysis.

2.3. Plans

We are still at a very early point in the development of Swift. At this point a
preliminary implementation of the multi-tasking system and deadline scheduler is
operational, along with a rudimentary memory management system, and the low.
level support code required to run standalone on a VAX 11/750. Several device
drivers are available, including a driver for the proNET token ring and an
implementation of the DoD Internet protocol; the device drivers use the upcall model
described above.

In the immediate future, plans call for a rewrite of much of the multi-tasking code,
to reflect our improved understanding of the problem and increase performance. At
the same time, we will begin using the Argus compiler being developed by the
Computation Structures Group, which we expect will both improve performance and
keep us on a closer track with the Argus implementation. Also in the near term, we
will bring up a rudimentary, non-real-time garbage collector.

Longer-term work for the upcoming year will focus on the areas of: garbage
collection; network support; file systems, including UNIX file system support and
SWALLOW; and linking.

Garbage Collection: As explained above, an important goal for Swift is that it
provide real-time response when needed, rendering unsuitable conventional
garbage collection algorithms, which result in all computation halting while garbage
collection is being performed. Several schemes have been proposed in the past for
performing garbage collection in real-time; all, however, have been plagued by
efficiency problems. Work is in progress on modified versions of Dijkstra's real-time
garbage collection algorithm; we feel we have several promising approaches. We
consider the design of a real-time garbage collector to be the most important task
facing us in the next year.
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Network Support: The level of network support currently provided by Swift is
minimal, but the code already written is quite solid. Major tasks to be tackled in the
next year are completing the implementation of the Internet protocol, including
routing and error handling, and writing a version of the Transmission Control
Protocol. The TCP will be a major test of the upcall model; its design will draw on
previous TCP implementations done by our group for various machines.

An early goal is a version of the Remote Virtual Disk protocol designed by our
group, which is presently providing remote disk access services for the Laboratory's
VAXes. This is a necessary component of the file system projects described below.
We also expect to soon be running an implementation of the BLINK protocol,
providing remote access to bit-mapped displays and permitting work to begin on the
Swift user interface.

Little effort has as yet gone into the design of the higher-level network services
which will ultimately be needed. Such services as authentication and service finding
will be supported in Swift through the network; much design work remains to be
done in this area.

File Systems and SWALLOW: Ultimately, we expect long-term data storage in
Swift to be performed by the SWALLOW distributed data storage system.
SWALLOW provides an object-oriented storage system, well suited to the object
orientation of CLU; moreover, it solves the problems of concurrent access to shared
long-term data and of recovery after crashes.

Work to date on SWALLOW implementation has been performed on UNIX and on
the XEROX Alto's, as Swift is not yet suitable for supporting SWALLOW. We
anticipate that it will take us some time to learn to use SWALLOW and to modify
existing applications to take advantage of its features: until then, the ability to access
files on a standard UNIX file system from Swift programs would be very valuable.
Accordingly, we have begun an implementation of a UNIX file system for Swift. The
implementation should support the basic file system operations of creating, opening,
closing, renaming, and deleting files. and the basic file operations of reading and
writing blocks of data. We hope that the implementation will be useful both for use
with locally-attached disks and with remote virtual disks. It should provide us with
the ability to manipulate and manage long-term data well before SWALLOW
becomes operational, and thus should help support the development of other pieces
of the system, such as the linker.

Linking: Ultimately. Swift is intended to be useful as a general-purpose computer
system. As such, it must be 15ossible to initiate now programs and to replace existing
instantiations of routines with new or updated versions. In short, we need a linking
facility which permits now programs to be brought into the system, and which
permits unused programs to be garbage collected. Such a linker must be able to
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resolve references from the newly-instantiated program to already-itnstantiated
modules in the system; it must also provide facilities for resolving references to other
not-yet-linked modules and arrange for those modules to be loaded.

Linkers may be characterized in terms of how early or late they perform the binding
between symbols and addresses. There are three general categories:

1) Static linkers. The key characteristic of a static linker is that the
operation of resolving free references is separated from the operation of
initiating a program; at the time a program is initiated into the system, it
must not have any free references. The free references are bound by an
explicit linking operation, producing an executable image in which all
references are bound. Replacing a module in a program requires
relinking the entire program.

2) Incremental linkers. In an incremental linker, free references are
resolved at the time the program is initiated. All free references must be
resolved at program initiation time (although some references may be
bound to "stub routines" which simply raise an error condition if they
are ever called). To replace a module in a program, any current
instantiations of the program a r sli-, p'y terminated and the program is
initiated again. Note that this implies that at program initiation time, a
"context" must be supplied to guide the resolution of references.

3) Dynamic linkers. A dynamic linker resolves each free reference only
when the reference is actually used. When a program attempts to follow
a free reference, a "dynamic linking fault" occurs, and the reference is
resolved (with respect to some linking context, which must be available
at run time). Replacing a module in a dynamic linking system is very
similar to module replacement with an incremental linker.

A dynamic linking system is the most flexible and probably the most desirable;
however, it generally requires special hardware support to run efficiently. An
incremental linking system is almost as flexible and can run much more efficiently.
We will attempt to implement an incremental linker for Swift.

There are a number of issues which have to be resolved before implementation of

the linker can Legin, including:

* The representation of programs and their static variables in memory.

" Interactions between the linker and garbage collector.

* The representation and usage of the linking contexts, which guide the
linker in performing the symbol resolution.
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* Details of the module replacement process, including the issues of
redefining abstract data types.

3. SWALLOW DISTRIBUTED DATA STORAGE SYSTEM

During the past year, the most significant progress on SWALLOW has been the
completion of a prototype broker by Craig Zarmer.

The SWALLOW broker is the software on each node of the distributed system that
manages the store that belongs to that node. Such storage may be on a local disk,
or remotely stored on a shared SWALLOW repository (data storage server).

Zarmer designed and built a prototype broker, running in CLU on top of the UNIX
operating system. The most interesting aspect of his work was the development of
algorithms for extracting data from the repository in local primary memory. The
cache management algorithms must be carefully designed so that if the node
crashes, with loss of the data in the cache, the system properly recovers. Thus the
cache manager takes into account the concurrency control and failure recovery
algorithms of the SWALLOW system.

In addition to the broker implementation, Zarmer analyzed the performance
improvements due to the cache. For many applications, Zarmer's cache will
significantly improve performance, as compared with a cacheless broker.

4. NAMING FACILITIES FOR FEDERATED SYSTEMS

Karen Sollins has been working on questions of how people and computers use
names and how computer naming can be brought closer to human naming.

Names form the basis of communication both among humans and between
humans and computers. In order to communicate with another human, the human
must be able to name objects and actions in such a way that both humans
understand the names. Analogously, in order to communicate with a computer, the
human must be able to name operations and objects in a way meaningful to both the
human and the computer. Therefore, what can be named and how is a central issue
in designing a computer system useful to humans.

Sollins' work is an investigation of a naming framework for a distributed computer
system, using human communication patterns to provide a set of goals for the
framework. The system model is one of a federation of loosely coupled computers
connected by a communications network. The goals for the framework based on
human communication, plus the constraints presented by the federated system
model, will provide the basis for the technical problems to be addressed in her
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thesis. In addition, since the functions provided by this naming facility will be
different from those functions provided in past naming facilities, the thesis must
address how those additional functions will be provided for the users of such a
computer system.

In the past, naming facilities in computer systems have been restrictive. The space
of file names was likely to be hierarchical and the name on each branch of the
hierarchy might be limited in length. The space of names identifying users might be
flat or hierarchical and might be limited to a small number of characters. Processes,
even subprocesses, often were only nameable very awkwardly (perhaps by a
number) if at all, even by a subprocess's parent. None of these has much in
common with the way people name things, particularly when communicating with
other people.

There are two reasons for naming entities, both having to do with communication.
First, names may be used by an individual to organize and remember named entities;
names provide a taxonomy. This sort of name is used by an individual or group to
organize information. Second, names may be used among a group of people as the
basis of communication. In order to communicate, the group must agree on the
meaning of the names used. Over time, they may expand the set of names on which
they agree. They will use certain protocols both to reach such an initial agreement
and to expand further their basis of agreement.

The human clients of a computer system have been trained since early childhood
in using a naming framework for communicating with other humans. A move toward
imitation of the mechanisms used among humans would improve usability in the
naming facilities provided by computer systems. The following seven observations
about human use of names provide a basis for an improved computer naming
facility.

1) Communication: Names are the basis for communication. Therefore
sets of names used by individuals should be sharable, reflecting
common interests and communication patterns.

2) Multiplicity of names:

9 Different people use the same name for different things.

* Different people use different names for the same thing.

e A single user uses different names for the same thing.

* A single user uses the same name for different things in different
situations or at different times.
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3) Locality of names: A person uses sets of names to reflect his or her
focus of interest. A user also may use two or more sets of names to
reflect a focus between or including several contexts.

4) Flexibility of usage of names: Humans use several sorts of names.
For example, names are often descriptions. People use both full and
partial descriptions. Humans also use generic names to label classes of
objects. These generic names may be labels or descriptions. In fact,
humans often use combinations of generic names and descriptive
names in order to narrow the set of objects that are named.

5) Manifest meaning of names: The words used by humans for names
have meanings constrained by human languages. These meanings are
understood by other humans as well.

6) Usability of names: Humans are able rapidly to define or redefine
names and shift contexts on the basis of conversational cues. They also
have mechanisms for disambiguating names, such as querying the
source of a name for further information.

7) Unification: Humans use only one naming system for all kinds of
things.

The direction in which computer systems have been moving has been toward a
multiplicity of machines interconnected by networks providing a communication
medium. The concerns of privacy and independence from other users have always
been issues among computer administrators and users, but the nature of those
concerns have changed somewhat as smaller, cheaper computers have become
available. In many cases, administrators purchase such computers and put them
into service in isolation. At some later time, the administrators decide to connect the
computers under their management. From here, the collection may continue to
grow with little control or consensus among the participants in such a "system." An
autonomous computer is one for which all decisions are made independently of the
decisions made for any other. all the activities on one computer are isolated from the
activities of any other. Many administrators have pursued this option in order to
escape largo time-sharing systems. A federation is a loose coupling of computers to
allow some degree of cooperation, while at the same time preserving a degree of
autonomy. In a federation, there is some agreement on behavior and protocols to be
utilized, but the barriers apparent in the isolated machine are still available to anyone
who wants to enforce them. If the administrator or user wants to disconnect the
computer from the network by simply not accepting messages, that is possible. If
that computer provides a service to the participants in the network, they must
understand that such a service will not always be available. On the other hand,
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federation provides the common ground for communication (such as agreement
about protocols and services to be available) should it be desired, The loose
coupling labeled federation is underlying system model of this research project.

Autonomy in the federated system limits the set of organizing structures it is
possible to build. For example, sharing of information, such as collections of names,
across node boundaries is restricted by the fact that the only means of
communicating across node boundaries is by passing messages. The thesis will
explore both the constraints from above (the clients) and the limitations from below
(the federation of nodes), and will provide a naming facility conforming to those
restrictions.

Briefly, the mechanisms proposed are based on two new types of objects, the
context and the aggregate. A context translates names into entities. It can be given
pairs of names and entities to remember and translate on demand. An aggregate is
a structured set of contexts. Each aggregate has a current context reflecting that
part of the aggregate that is being actively used by all the participants in the
communication and an environment reflecting the private information that a
participant carries to the aggregate. The current context is a single context. The
environment is a collection of contexts, possibly ordered. An aggregate is an
individual's view of the name resolution facility available while communicating with
others.

Further work will include implementing contexts and aggregates in order to further
investigate their feasibility and utility in supporting human-computer naming
requirements. On the other hand, an implementation that is not a complete user
environment cannot investigate fully all the issues discussed above. The thesis will
consider those issues in more depth than the implementation will allow. In addition,
traditionally, some naming mechanisms have provided functions that are not
provided by the mechanisms of contexts and aggregates such as authentication,
protection, management of other information such as time of creation or last use,
and many more. The thesis will also address the problem of supporting those
functions that users expect from their naming facilities.

5. INTER-ORGANIZATION NETWORKING

During the past year we continued our efforts to understand the issues raised by
network interconnection across administrative boundaries; Deborah Estrin has
chosen this as the subject of her doctoral research under the supervision of Jerome
Saltzer. We are pursuing three related lines of investigation, each of which has both
technical and non-technical components:

* What are the policy requirements for network-interconnection
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technology when the interconnections span administrative boundaries?
How must the technology developed for intra-organization use be
modified to satisfy these requirements, e.g., network access controls,
policy filters, authentication mechanisms? How do these requirements
vary as a function of the application supported over the connection, e.g.,
electronic mail vs. remote login.

What are the organization implications for external interconnection?
How must the connecting organizations modify existing internal policies,
procedures, and configurations, all of which were established under the
assumption that internal resources and facilities would be accessible to
internal users only? How do these organization implications vary as a
function of the technical characteristics of the connection, in particular
the degree of integration with internal facilities?

*What are the public policy implications of inter-corporate networking?
What is motivating such interconnection, what industry sectors are
involved, and how will this new form of inter-corporate relations affect
market dynamics, e.g., solidification of relationships between buyers
and sellers, for example? What will be the role of public
telecommunication services vs. private networks in providing the
infrastructure for such interconnections?

Following an informal survey of the inter-organization networking activities that are
currently underway (for example, transportation, grocery, insurance, airline, bank,
pharmaceutical, university), we found that the fundamental difference between
computer-communication networks that operate across administrative boundaries
and more traditional inter-organization communication modes is that a user in one
organization can cause some event to occur automatically within the domain of
another organization, without any human intervention or auditing. Given this
observation, it is useful to analyze inter-organization networks in terms of the
application that is supported across the connection since the application determines
the nature of event that a user in one organization can evoke in a second
organization. Interconnection arrangements can be grouped into four categories of
application -- electronic mail, database transaction, file transfer, and remote login.
These categories differ from one another in the range of capabilities made available
to external users and the degree of control over external usage available to each
organization. The potential organization policy concerns intensify as the number of
internal resources that the external user is given access to increases:

" Electronic mail is the most restrictive. It allows users to send and receive
messages but not to extract any information from the remote system.
Therefore, security concerns for the most part are limited to
authentication of message originators and recipients to one another and
to restricting overly burdensome volumes of undesired mail.

" Database transaction systems do allow extraction of information via
querying, although typically the extent of interaction is highly restricted.
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Nevertheless, due to the active nature of such connections, security
concerns include not only authentication of the remote user, but the
checking of access rights as well.

* File transfer allows a remote user to extract or insert any file such as a
program, data, or document. Therefore, security concerns extend to
controlling access to all stored information.

* Remote login permits access to all system resources. Therefore,
security concerns extend to controlling access to all system resources.

For the most part, these security concerns are the responsibility of the internal
systems' security mechanisms and not of the communication facility. But, the
presence of the more diverse, external community strains what were previously
adequate internal security mechanisms and policies.

One class of policy enforcement mechanisms which might be applied to insulate
interconnected networks, and therefore organizations, from one another is policy
filters in gateways. This is for the most part a technical fix but does require that the
organizations explicitly define what their policy requirements are. The current
technological basis for providing policy control between networks is almost
completely non-existent. Today, whenever a packet of data arrives at the boundary
between organizations it is difficult for any person or program to discover its
purpose, since that purpose is buried in layers of protocols, and this packet may be
only one of many that are part of a single activity (e.g., a file transfer or host-to-
terminal communications stream). Present approaches fall into one of three
categories, none of which provides both satisfactory function and satisfactory
control:

1) Allow the packet to cross, and depend on the end points (i.e., host
systems or users) to initiate only communications that meet policy
constraints. This technique fails, for example, if network B finds that it
can be used as a transit network between stations on network A and
stations on network C. In such a case, network B gets no chance to
exert any policy control.

2) Require that all protocols terminate at each gateway between networks.
For every application, place a program at the gateway to act as a
monitor and relay. Since the protocol is terminated, the underlying
purpose of the connection is visible to the monitor, which can more
easily enforce policy constraints. This approach is analogous to making
a telephone call in which each party can talk only to an intermediate
operator, who relays the conversation. While acceptable for some
applications, delay and loss of special features cripple other
applications.
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3) Do not permit the connection in the first place. This approach provides
conservative control, but is rather devastating from an application point
of view. Given the fear of the alternatives it is probably the most
widespread technique used today.

We encountered inter-organization networking activity in three arenas: industry-
wide peer networks, customer-supplier arrangements, and university/research
center networks. Of these three, the university/research center arena employs the
most sophisticated technology and applications. We attribute the relative intensity of
organization policy problems encountered in this arena to the degree of integration
of each participating organization's internal facilities with its external-
communication facilities. Similarly, we speculate that the absence of such
integration in existing industry-wide and supplier-customer communication arenas
partially accounts for the rarity with which organization policy problems have been
encountered to date [see CSS Publication 4].

5.1. IBM Interconnection Project

Recently we embarked on an experimental project with IBM to study the policy
requirements of interconnected organizations and to implement examples of such
links. The proposed undertaking consists of two parts: implementation of a link
between a MIT and an IBM local network, and investigation and study of the policy
requirements that arise as a result of this interconnection.

The initial testbed for policy research will be a link between gateways attached to
the MIT local area networks (largely DARPA-provided and connected to the
ARPANET) and the IBM Corporate Job Network. This link will provide us with first-
hand experience experimenting with policy control mechanisms that are acceptable
to the interconnected parties, but minimize interference with the function and
performance of the underlying data communication systems. The initial milestone of
this project will be the following: electronic mail between authorized parties can be
originated either within the ARPANET or the IBM network and terminate at the other
network, with satisfaction as to policy control expressed by the MIT network and
ARPANET operators (i.e., Defense Communications Association) and by persons
responsible for asset control within IBM. Subsequent activities will include
experimentation with remote login and file transfer capabilities as well as the use of
information services.

The initial design of the connection is as follows: Messages destined for IBM will
travel from authorized MIT users via the ARPANET and local networks to a VAX
11/750 that operates as the site of policy screening on the MIT side of the
connection (Don Gillies, a UROP student, is implementing the policy-filter and mail-
forwarding mechanisms for the MIT half-gateway.) After authorization, messages
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will be encrypted and forwarded from the policy-VAX, to the so-called PC-gateway,
and over dial-up telephone lines to the IBM halt of the gateway. The PC-gateway is
an LSI-1 1 which forms the interface between an MIT local networks and eight dial-up
ports. The IBM half of the gateway will decrypt the message files, perform any policy
filtering deemed necessary, and convert the message format into one suitable for
distribution over their internal network. Mail transfer from IBM to MIT will operate in a
similar manner.

The encryption of messages serves to authenticate to IBM that the messages were
processed by the MIT policy-VAX, and vice versa; in addition, encryption provides
some protection from message interception. We also require a packet-level
mechanism to insure that all packets arriving from IBM are forwarded to the
policy-VAX before traveling elsewhere on the MIT networks. Jerome Saltzer, in
conjunction with David Reed, Deborah Estrin, and David Clark. has specified a
protocol whereby the IBM half-gateway will initiate a connection to an authentication
server via the PC-gateway, before being permitted to forward packets onto the MIT
local network. Once the connection has been authorized, the PC-gateway must be
able to certify that subsequent packets are in fact originated by the entity that was
initially authenticated. We will use a link-level protocol developed by David Reed to
provide the necessary link-level authentication. This protocol encodes a ticket in the
header of each packet (the ticket is agreed upon when the connection is first
authenticated) to certify that the packet was originated by the entity that established
the authenticated connection.

5.2. Network Access Control

Network Access Control is an important component of a solution to the problems
of inter-enterprise communications. Network access control is our term for methods
of limiting and accounting for traffic that enters a network to manage the network
communication resource. That is, network access control is a way of controlling
who can use a particular network, and, to some extent, controlling allocation of the
network resources.

We assume that networks are interconnected by inter-enterprise gateways. Such
gateways' primary job is to forward packets from one network to another. Our
approach to network access control is to provide gateways with enough information
to decide for each packet whether or not to forward.

An analogy is the international system of passports and visas. In this system, a
person may cross a national boundary if he/she is in possession of the appropriate
passports and visas. The border-crossing criterion is simple and fast to apply.
Border-crossing policies. on the other hand. are implemented by individual countries
through such agencies as consuls or embassies, which make a policy decision
before supplying appropriate visas.
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We have designed a system for network access control that resembles the visa
system [see CSS Thesis 4]. Each gateway between enterprises logically combines
two agencies, one for each network. When a packet arrives at a gateway, the
agency for the source network will require an appropriate exit "visa" before
forwarding. The agency for the destination network similarly requires an appropriate
entry "visa."

Entry and exit "visas" must be difficult to forge. Our method uses a characteristic
fraction computed using a reasonably secure cryptosystem such as DES (a so-called
cryptographic checksum). At any point in time, the gateway knows a set of keys for
use in computing such characteristic functions. To contain damage (due to lost
keys, stolen "visas" etc.), keys are changed frequently in the gateway.

Corresponding to the embassies, there are Network Access Control Servers
(NACS) for each network. In order to set up communication through a network, the
source of messages must negotiate with each NACS for the networks its traffic must
pass through. This is done dynamically. A packet entering/leaving a network with a
"null visa" is forwarded to the NACS for that network by the gateway. The NACS
authenticates the source of the packet using some encryption-based authentication
system such as that proposed by Needham and Schroeder.[iJ If its use of the
network is proper, then a key to generate "visas" is sent to the source of the packet,
and the packet is forwarded on.

In order that the source can properly control the path of its packets, we strongly
recommend source routing [2] at the inter-enterprise connection level.

Uses for this "digital visa" scheme include control of an enterprise's information
assets (asset protection) by the use of exit visas, bill source for transit network usage
using entry visas, managing audit trails at the NACS, etc.

6. COMMUNITY INFORMATION SYSTEM PROJECT

Since the Community Information System project started nine months ago we have
constructed software that maintains an inverted fUll-text database of articles from
The New York Times and an electronic clipping service that performs selective
dissemination of information. The performance and reliability of the system has now
reached a point where members of our staff use the system in place of a morning
paper.

The goal of the Community Information System Project is to investigate ways of
using computers to help people communicate more effectively. Over the past year
our emphasis has been placed on building a database of interesting information to
support our on-line browsing and clipping services, keeping in mind the database
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requirements necessary for our extension of the service into Laboratory members'
homes next year.

The Community Information System consists of many subsystems which
communicate over a wide variety of communication channels. Tracing the flow of a
sample piece of information should help clarify the function of the system.

Our primary information source is currently The New York Times news service.
The news service arrives from New York at Technology Square on a standard
telephone circuit. At Technology Square the signal is de-multiplexed, converted to a
standard EIA signal, and made available to software on a VAX/750 UNIX system
(MIT-CLS) by special-purpose hardware.

On the UNIX system a dedicated process continuously listens to the news wire and
accumulates articles. The process accumulates six-level Baudot characters from
the serial port dedicated to the news line, converts the Baudot characters into ASCII,
watches for article boundaries, and stores each article in a separate file in the UNIX
file system.

The appearance of a news article triggers several events. First, a program called
the parser converts the text into our standard information item format. Information
such as the author, title, priority, and subject of the article is extracted and stored in
standard headers. If the article was split into several pieces for transmission the
parser recombines it. Once the article is in standard format, the parser moves it to
an output directory for the next step of processing. The parser also uses the
information it extracts from articles to maintain a synopsis database which is used by
the on-line browsing program.

Once the article has been converted to a standard format, it is included in a full-
text inverted database of on-line information items. An online tool called "browse"
allows users to access articles by specifying a desired article's category, type, or by
specifying free text keywords that appear in the ar' Je.

In addition to maintaining an on-line database, users can send mail to
"Clipping@MIT-CLS" to specify a standing query or "filter." After an article is
processed by the parser it is examined by the clipping service. The article is mailed
to any user who has submitted a filter that matches the article. Filters are boolean
combinations of words and phrases that can be applied to the priority, author, and
text fields of an article.

The database system and clipping service we have built are general purpose, and
are not limited to processing information from The New York Times. The design of
the system is intended to make the addition of new sources of information as easy as
possible. For example, we are currently finishing software that will allow users to

37



COMPUTER SYSTEMS JOINT REPORT

make database submissions via ARPANET mail. Once this software is complete,
ARPANET bulletin boards will be included in our database.

In addition to central site services, we are --- ,,ing our data base available to
geographically dispersed comiuters. This is accomplished by broadcasting
information on a low-cost digital packet radio system. Remote computers use the
broadcast information to update their local databases according to the interests of
their owners. The scheduler for the broadcast channel is complete, as is the
engineering work to start digital broadcasting this summer. By next year the
software for the remote computers will be complete. The software will keep remote
databases up to date and display information according to priorities set by its
operator.

An important lesson that we have learned this year is that text need not be indexed
by hand to be useful. Full-text indexing of articles proved to be very effective in
allowing users to select relevant sets of articles from the database. Part of our
continuing interest lies in human engineering the system's user interface to permit
non-professional users to use it as an everyday tool.

7. MAKING THE VAX LOOK LIKE A PERSONAL COMPUTER

We have purchased a number of VAX 11/750s from DEC. These are meant to be
used for research in single user machines.

We firmly believe that personal computers as powerful and as large as the VAX will
be available to the consumer within five years. These computers will fit on a desk-
top and will be reasonably priced. We want to determine interesting ways to use
these computers now, so that when the technology arrives, we will be prepared.

Simply using the VAX as a single-person computer does not make it a personal
computer. Personal computers possess certain characteristics. A personal
computer is always accessible, operates for you continuously, and is configured to
your personal taste. It does not have to be portable, but it should not be difficult to
move it. The VAXes do not have these features.

The VAX is large, hot, and noisy, and is therefore not suitable for your office or
your home. It is not accessible in the same way that personal computers are. It is
possible to attach a line from your VAX to your office and maintain the illusion that
the VAX is in your office, but it is not terribly easy to move the VAX to another office.
Several drawbacks come about because there are fewer VAXes available than
people who want to use them as personal computers. This i,, as we must take
turns using a VAX as our personal machine. Sharing personal computers presents
several problems. Sharing prohibits continuous operation on your behalf. It is not
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polite to simulate a circuit for several days if people are waiting to use the machine.
If more than one person uses your "personal" computer, whose taste is it tailored
to? If we are able to configure a computer according to people's tastes, does this
then mean that they can only use the single computer that is theirs, even if several
other VAXes are sitting idle?

We have performed research aimed at making the VAXes act like personal
computers. This entailed maintaining the illusion that each person had a VAX in his
or her office that belonged to them personally. We accomplished this by attaching
the VAXes to a local area network 3. Two research projects dealt with making the
VAXes your "personal" computer. BLINK allowed you to attach a bit-mapped
display with an input device to the VAX. This display sat in your office, and was
connected to some network. RVD allowed you to attach your "virtual disk drive" to
your computer. The virtual disk drive is really only a segment of a large disk that
everyone shares.

7.1. RVD

Our ideas about personal computers were influenced by our use of XEROX Alto's.
Each Alto was identical. Each user had their own disk(s) that they inserted into the
Alto's disk drive when they booted the machine. We tried to do something similar
with the VAXes. The result was RVD - the Remote Virtual Disk protocol.

The goals of the RVD project were to find a way to allow you to approach any
available VAX, "spin up" your disk, and have a personalized environment. Since the
VAXes were located far from our offices, and RK07 disk packs were expensive,
allocating an RK07 pack to everyone was unacceptable. RVD provides each
machine with many "virtual" drives in which a user can "spin up" any of his disks.

Other advantages of remote disks are the ability to use machines that have no disk
drives, the ability to obtain economy of scale by purchasing secondary storage in
large chunks rather than an RK07 at a time, and to share common code, rather than
duplicate it on everyone's disk4.

Why did we implement RVD as opposed to a file server? RVD provides more

3 The Proteen proNET (also known as the Version 2 ring). The proNET is a 10 Mbit/sec ring
network.

4 The savings can be enormous. At MIT, a complete UNIX (man, sources, lisp, pascal compiler,
CLU system, and so on) is larger than an RK07. A scaled down version still takes a substantial portion
of the disk. Storing most of UNIX on RVD disks allows the full use of UNIX, and allows each of the 22
disks to be used for useful storage.
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flexibility. A file server imposes the clumsy model of files on its clients. Some of our
systems have no notion of files. In general the concept of adding on some number of
disk drives seemed much cleaner and natural than the complicated idea of sharing
files, and retrieving them from some common source. Adding a drive to page off is
understandable in a virtual disk system. Mounting a filesystem on top of a disk drive
seems very straightforward. This allows you to slip in a shared file system
underneath the operating system transparently. Once you have spun up a disk, it is
attached to your computer. You do not have to negotiate with the remote server for
each file access.

RVD consists of two halves -- the RVD server and the RVD client. The RVD server
manages the disks, and responds to the clients requests over the net. The current
server implementation is running as a user program on a VAX 11/750 running UNIX.
It has three RA81's attached to it. The protocol was designed to minimize the
computational overhead at the server so that it should not be a bottleneck. The RVD
client is inside the UNIX kernel. We wrote a device driver for virtual disks, and it fits
neatly under the UNIX operating system.

RVD has been in service for about eight months. Until this month the server was
running as a user program on a time-sharing system with a single RM80 used for
RVD. From the client machine reads are comparable to an RK07, while writes take
about twice as long. The current version of the server was a quick and dirty hack,
written originally to run on a PDP 11/45. It was meant to test the client code. When
the server is rewritten we expect to see write times comparable to read times.

Because of the limited disk space and the slow writes, we have limited RVD to be
used for shared read-only disks, and for file system backup. A full UNIX can take as
much as 75% of the disk space on an RK07. Most of UNIX is now run off of virtual
disks. RVD has also been very useful for tape backup. Without RVD we would be
required to shut our VAX off, and physically carry our RK pack to a machine that has
both a tape drive and an RK07 drive. With RVD we just spin up a backup disk on
both machines, and copy the appropriate dump to tape, while our system is running.

We have just brought up our RA81 drives. This has added more than a Gigabyte of
storage to RVD. The writable disks have just been allocated, so we should probably
see an increase in usage of RVD. Currently, the RVD server receives about 500K
packets every two days, and sends about 1M packets in the same interval.

8. AN ARGUMENT FOR SOFT LAYERING OF PROTOCOLS

During the year Geoffrey Cooper completed a Master's thesis concerning protocol
layering. There are two ways of looking at what the thesis accomplishes. From one
point of view, the thesis begins with the fact of layered protocols, analyses them,
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finds them lacking, and suggests a "better way" to write protocols. From a different
point of view, the thesis develops the need for layered protocols, examines their
advantages, and suggests how layering may be maintained in a protocol design
without undue cost to the efficiency of the protocol implementation.

The thesis concentrates on one particular situation, that of a layered protocol
architecture which implements reliable communications between cooperating
application-level entities. In this context one sees that the maintenance of a layered
structure in the protocol implementation could cause it to be so inefficient as to be
unusable. After a good deal of analysis, an extension is introduced to protocol
layering which provided a mechanism whereby the shortcomings of the layered
structure can be fixed.

The thesis begins with a development of the concept of protocol layering, and an
outline of the advantages of the scheme. This discussion notes that because there
are typically many different network entities inside of a computer system, but only
one (or perhaps two) hardware interfaces to the network, it is a requirement of the
network software in the system that it allow all of these entities to share the network
hardware. Further, because the task of implementing all the network applications in
a host is a major one, there is a strong desire to modularize the structure of the
network software in a computer system in such a way as to make it possible for the
different network applications to share, at least, part of the code that implements
them.

Protocol layering provides an elegant means of satisfying these two criteria in a
single mechanism. In a layered protocol architecture, each layer of the architecture
provides to the layers above it a more sophisticated set of services than is provided
by the network hardware. The nature of the "refined" service that is provided by
each layer is such that the service fits into the requirements of many of the network
applications. Some applications will wish to make use of this refined service directly,
while others will make use of it indirectly through the device of added layers of
protocol (each of which refines the service further). Protocol multiplexing can also
be provided in each layer of the protocol architecture, to allow applications to use
the layer's services directly without letting them interfere with transport layers which
wish to further refine the layer's services. As a side effect of the introduction of
protocol multiplexing, the requirement of being able to share the network software
among many network entities is also met.

Protocol layering is, then, a powerful technique for achieving modularity of the
design and implementation of network software. It has been central to the
discussion of the preceding chapters that the advantages presented by protocol
layering are sufficient that it would not serve to abandon a layered structure entirely.

Still, protocol layering is not without severe shortcomings. Because of the
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uncertainty which is inherent in all network communications, a network entity must
always maintain a death timer, which provides it with a mechanism that it can use to
avoid waiting forever for a cooperating remote entity which has failed. In a layered
protocol implementation, the same problem occurs at every level of protocol, so that
it is necessary for the implementation of each layered entity to provide its own death
timer. Since, at a given time, the cooperation of all the layers in use is required for
any useful communications to take place, it clear that all but the shortest of these
death timers are really unnecessary. All but one of the death timers in a layered
structure is thus a parasitic side effect of the introduction of protocol layering.

It is also common practice to set shorter optimization timers for the purpose of
providing different transmission characteristics than are available in the lower layers
of protocol. Since lower layers may piggyback messages with those of higher layers,
an optimization timer at a lower layer which is longer than one at a higher layer is
redundant. Thus, protocol layering encourages redundancy of optimization timers
as well as death timers. The characteristic of layered protocols that caused their
implementations to set many timers, most of which are useless at any given instant,
was entitled the "timer problem."

A more severe problem than the timer problem is also investigated in the thesis.
Entitled the asynchrony problem, it stems from the need for network entities to
reliably coordinate state information with their cooperating remote entities. In a
layered context, this coordination of state occurs independently at each layer of
protocol, because of the perceived inability of layered protocols to coordinate this
activity without violating their modularity. The asynchrony problem results in an
increase in the number of packets sent over the network to perform a given function
at the highest level of protocol. This increase is (in the worst case) exponential in
the number of layers in the protocol architecture. Since many of the costs
associated with sending and receiving packets are independent of their size, an
exponential increase in the number of packets sent and received can be expected to
result in a roughly exponential decrease in the relative throughput as seen at the
application level protocol. It is thus a requirement of any protocol implementation
that was to provide a useful service that it avoid the asynchrony problem.

There exist protocol implementations that do provide a useful service. The thesis
examines some of the techniques that are used by these protocol implementations to
avoid the -synchrony problem. These range from the total abandonment of a
layered structure to a series of predictive "tricks" which work well for some higher
level protocols, some of the time. The inherent harm in these techniques is that each
is entirely independent of the protocol specification. Thus, to implement a usable
version of a protocol, it ceases to be sufficient to simply implement its specification
as written. If a protocol specification does not say how to implement the protocol,
then its value is considerably diminished. Furthermore, the "tricks" needed to
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implement a protocol efficiently are generally not codified, and are often specific to
particular protocols or operating systems.

The existing solutions to the asynchrony problem make clear the attractiveness of
any solution to it that works within the context of a protocol layering, and is
integrated into the protocol specification. The major effort of the thesis was to
develop such a technique, which is called soft layering.

In a soft layered protocol, the protocol specification is augmented to include a
usage model" for the protocol: a model of the way in which the protocol expects

higher level protocols to use it. Higher level protocols which conform to the usage
model may expect to receive an efficient service from the protocol being specified.
Other higher level protocols will still be able to make use of the service defined in the
protocol specification, but the service provided to them will not be efficient. Soft
layering provides a mechanism whereby the meaning of protocol efficiency -- which
is always a part of the protocol implementation -- may be formalized in the protocol's
specification. This ensures that all implementations of the protocol provide the same
service from the point of view of both correctness and efficiency.

The analyses of protocols that were performed in the thesis led to another of its
contributions. The thesis develops a remarkably succinct and useful terminology for
analyzing network entities: "happiness terminology." A network entity is said to be
happy if it has received confirmation from its cooperating peer entity, indicating that
every action requested of the peer has been completed (successfully or otherwise).
It is unhappy if this is not the case: if there is some action which has been requested
of the cooperating peer for which no confirmation has been received.

It is our belief that the concept of "happiness" is generally useful in the process of
designing and implementing protocols, in a manner analogous to the way in which
data abstraction is useful in the process of designing and implementing other kinds
of software. For example, the question of how a protocol entity is made happy or
unhappy is analogous to the maintenance of a rep invariant in an abstract data type.

9. IBM PC NETWORK SOFTWARE PROGRESS

This project started one and one half years ago with the goal of making a personal
computer act as a full-scale network host. The first step was to implement a file
transfer program based on the Department of Defense InterNet family of protocols
on an IBM Personal Computer. The second major application was the remote login
program, Telnet, based on TCP/IP, and on which much of the work of the past year
has been done. Initially, the plan was to run the network protocols over a serial line
to a gateway to the high speed networks. More recently, direct attachment to local
area networks has been added.
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9.1. Internet Implementation I

Last year's progress report described a very efficient file transfer package, TFTP,
that achieved its effectiveness partly by being v,,y non-modular. This year's goal.
was to insert modularity without losing effectiv~r~ess, so that a common internet.
layer could be used for both file transfer and remote login. The first step was to port
the internet and UDP code from a UNIX implementation done by Larry Allen. We
tried to preserve the software interface for the routines, but a major goal was also to
prevent unnecessary copying of packet buffers between layers. Since the interface
driver and the user program run in the same address space in our implementation on
the PC, we were able to get away with copying data just twice: once into or out of the
packet buffer for the user program, and once to or from the device.

The UDP- based name user code from the UNIX implementation was also ported
with UDP. It resolves textual host names by polling known name servers over the
network, and is integrated with all of the user packages.

We also needed a network interface driver. Anticipating a need for several different

network drivers, we modified the terminal emulator's serial line driver, gutting it and

adding C code to deal with the link level protocol that we use over the serial line. We
also required a serial line driver for the gateway that we used, so that packets
generated by the PC could be forwarded to another network. We used Noel
Chiappa's C-Gateway. David Bridgham wrote this driver, though its development was
hindered by the rapidly changing hardware and software substrate (the C-Gateway
was still under development at the time).

Louis Konopelski ported Larry Allen's TCP and Liza Martin's Telnet to the PC. This
effort was simplified by the fact that our internet layer kept almost the same interface
characteristics as the one written to work with TCP. The TCP uses a small non-
preemptive multi-tasking package which allows it to be quite responsive to the
asynchronous nature of the network. It also uses some of David Clark's ideas about
upcalls.

We also decided that it would be good to have a TFTP which used the same
internet library as the TCP, so we ported that TFTP from UNIX to the PC also, at
negligible performance loss over the old one.

9.2. Internet Implementation II

We decided to modify the internet implementation to take advantage of the
conditions on the PC under which it was running. On the UNIX system, it ran in a
user process and communicated with the kernel via system calls. Here, with all the
network code in a single address space and with our tasking system, we could do
better than that, and have a consistent structure throughou~t the system based on
tasks and upcalls.
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The new implementation has a task associated with each network device. When a
packet is received, the interrupt handling code enqueues the packet and wakes up
the task. Later, when the task runs, it removes the received packet from the queue,
does the processing of the packet that needs to be done at this level (protocol de-
multiplexing) and calls internet with the packet if it is an internet packet. Then
internet does its processing and calls TCP, or UDP, or ICMP, or GGP in turn with the
packet.

When a layer wishes to send a packet, it fills in the parts of the packet that it wants
to fill in and then calls the layer below it with the packet. Finally, the internet layer
routes the packet, looks up the address of the routine to physically transmit the
packet, and calls it.

This modification required an almost complete rewrite of the internet and UDP
layers, as well as the introduction of ICMP and GGP code. (The only GGP function
supported is an Echo server). TCP was quickly modified to utilize the new structure,
and it worked well.

January saw the release of a new network interface, the 3COM 10Mb Ethernet
interface. We had to develop a driver for it for the PC, done by John Romkey, which
slipped in modularly in place of the serial line driver, and also one for the C-Gateway,
ported from BBN code by David Bridgham. In addition, we needed some way to
translate from internet addresses (which are 32 bits long) to Ethernet addresses
(which are 48 bits long). To do this, we chose the Internet standard Address
Resolution Protocol, which also required implementation on the C-Gateway.

The new structure of the system proved itself the first time we tried an Ethernet
Telnet. After resolving some differences in the implementation of the Address
Resolution Protocol between the PC and the gateway (this was the first time they had
ever spoken to one another), and one bug fix in the PC code, we had a working
Ethernet Telnet.

At this point, further development was done on the Ethernet driver and much time
was spent refining TCP and Telnet. We also wanted to bring TFTP up on the
Ethernet, but the implementation which we were using would not port easily to the
new internet, nor could it easily utilize a new driver. A new TFTP was then written
from scratch. A TFTP to floppy disk typically has transfer rates around 15 Kbit/sec;
TFTP's which discard the incoming file have run as high as 98 Kbit/sec. These
TFTP's were with a PDP 11/45 running UNIX, and were done via the C-Gateway.

As we used the programs which we developed more and thought about the
possibilities of having them run at other sites than MIT, we encountered several
issues which caused us to build a customizer. The issues included
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" having a single program run at different speeds on the serial line

" determining the PC's internet address on an Ethernet

" determining the addresses of name and time servers

" initial values in the internet to Ethernet address translation cache

" setting up personal attributes to Telnet (such as whether the back arrow
key is delete or backspace)

There is a data structure in a well-known place in every program that contains initial
values for these attributes and others such as what the program is, the version
number of the program, and when it was last customized. Every program uses the
same data structure, and the customizer simply allows editing of this structure
through a menu-oriented user interface, as well as duplication of the structure of
another program. These changes previously required recompilation of the program.

A number of other programs were also developed. They include TCP whois, which
queries a remote site for information about one of its users; ping, which sends out
ICMP echo requests; setclock, which queries a set of time servers and sets the PC's
clock based on the results; hostname, which resolves textual host names into
numeric addresses and prints the addresses and the names of the servers which
responded to the request; and cookie, a program which prints a "quote of the day"
after having fetched the quote from a cookie server.

9.3. The Terminal Emulator

The terminal emulator was originally developed by David Bridgham to allow PC's to
be used as terminals during program development. It emulated a DEC VT52 at the
time. It was later upgraded to emulate a Heath H19, with the exception of ANSI mode
and certain things such as keyboard locking which would be impractical on the PC.

During the development of Telnet, we realized that it would be much more useful to
have the PC appear to be a smart terminal such as an H19, rather than as a dumb
terminal which could do no cursor or screen manipulation. We decided to slip the
same low level terminal emulator code in the standard I/0 library terminal output
code. This involved breaking the emulator up into two distinct parts, which handled
the user interface, serial line, and actual emulation.

Experience with Telnet later" showed that at times, Telnet could receive data for the
screen faster than the emulator could handle it; the emulator became a bottleneck.
This problem was rectified by having the hardware do the scrolling instead of the
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processor, as was the case before. With the improved emulator, Ethernet Telnet
often performs better than a 9600 baud line wired directly to a machine.

We also found it necessary to add handling of some ANSI mode features since
EMACS on one of the machines that many people around the lab use utilizes ANSI
mode operations.

9.4. Remote Logging Protocol

To aid in debugging of a variety of programs, we implemented the remote logging
protocol described by Dr. David Clark. Use of this service allows us to monitor
machines that are in service, discover the reasons for failure of machines, and see
when obscure conditions which should never occur do occur. A server for the
logging protocol was done for VAX UNIX in CLU by Mark Rosenstein. User logging
code was written for the C-Gateway, the IBM PC, the MIT TFTP Dover Spooler, and
the Network Monitoring Station by David Bridgham, John Romkey, Geoffrey Cooper,
and David Feldmeier.

10. INTERNET PROTOCOL WORK

10.1. Protocol Performance Improvements

Work continued this year on testing techniques for achieving higher performance
from the Internet family of protocols on different types of computers and different
operating systems.

10.2. UNIX Kernel Network Support

Many of the Internet protocols were implemented on our PDP 11/45 running
Version 6 UNIX. Since the kernel in this system has a small address space and a
poor debugging environment, only the the most basic networking functions were
included in it. In the kernel are modules to drive a proNET ring device, to transmit
and receive Internet packets, to de-multiplex incoming packets, including UDP and
TCP packets, to reassemble Internet fragments, to maintain a cache of Internet hosts
and their best first hop gateways, and to route a packet to its appropriate first hop on
the local net.

10.3. Application Processes

Outside the UNIX kernel are network application processes to handle remote login,
file transfer, mail transfer, and network diagnostic, error and routing reports. The
user and server Telnets deserve special mention since they run on TCP which is the
most complex of lie internet protocols.
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Server TCP/Telnet: Server Telnet, the remote login protocol, runs in the same
process with its TCP and IP layers; it supports one Telnet connection. Multiple server
Telnet processes run simultaneously when several remote logins are being
supported. Collapsing server Tolnet into the same process with its TCP and IP has
several performance benefits - such as eliminating interprocess communication and
data copying, and decreasing the number of processes scheduled. It also allows
TCP to query Telnet about any data it might want to send out with TCP connection
maintenance information; this reduces the number of packets transmitted on a
connection. The jobs of the various layers can be performed when most appropriate
rather than when each protocol layer is "scheduled." This implementation of TCP
supports most features of the protocol and includes code to prevent "silly window
syndrome."

User TCP/Telnet: Network protocols are often specified with a large amount of
internal asynchrony; this greatly complicates their implementation. This is
particularly true in systems like UNIX, in which processes cannot share memory or
communicate cheaply. The result is that protocol implementations often use special-
purpose multiplexing to simulate asynchronous activities; this muddies the structure,
making understanding and modifying the code difficult.

We explored a different approach with our implementation of user Telnet. We
designed a small subsystem permitting multiple asynchronous activities ("tasks"),
each with its own stack and machine state, to run within the context of a single UNIX
process. Tasks can be scheduled in response to events external to the process,
such as the arrival of a packet from the network, and by other tasks within the same
process. A non-preemptive schedulirng algorithm is employed to avoid coordination
problems in accessing shared data.

The user Telnet includes a small implementation of the Transmission Control
Protocol. This implementation was actually a translation of a TCP written in BCPL by
David Clark for the XEROX Alto minicomputer. The TCP implementation uses three
tasks, of which two are contained in the TCP module and one deals with timer
management. One TCP task handles input packets; it is awakened by receipt of a
signal from the network driver indicating that an input packet is available. The other
TCP task handles packet transmission; it is awakened by the TCP receiver task (to
send acknowledgments), by the user of the TCP (to send data), and by timer
expiration (to perform retransmissions). The TCP tasks communicate with each
other by sharing state variables, while communication with other protocol layers is
by means of subroutine calls. A fourth task runs the actual Tclnet implementation.

Trivial File Transfer: Due to the size and complexity of the full ARPANET File
Transfer Protocol, we have not yet completed an FTP implementation; instead, we
chose to implement the Trivial File Transfer Protocol (TFTP), a simple file transfer
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protocol built directly on datagrams rather than on a stream connection. This simple
protocol has proven very durable and useful in the past; in addition to file transfer
service, it is used for remote printer access, network bootloading, and has been
used for mail transport.

It should be noted that, despite its relative simplicity, TFTP exhibits in microcosm
most of the implementation difficulties found in network software in general. It is
significant to note that the current implementation of TFTP on our UNIX achieves
roughly three times the throughput of our previous UNIX implementation while
occupying roughly half the space; this suggests the effects of the learning curve in
network protocol implementations.

Simple Mail Transfer: The simple tasking TCP designed for user Telnet also
forms the basis of the Simple Mail Transport Protocol implementation. Some
extensions were required to add "server" functionality, but the modifications were
small.

10.4. Results

We have seen as many as eight active remote login sessions at once with
reasonable response times. Some performance measurements have shown the
following results. Round trip time for an Internet Control Message Protocol time
stamp packet sent from the PDP 11/45 to itself took between 30 and 40 milliseconds;
this required two packet transmissions and two receptions. The maximum TFTP
transfer rate that has been observed was 133 Kbits/sec between our machine and a
VAX on the same ring net. The TCP used in user Telnet has been observed to sink
data in a memory-to-memory transfer from a VAX at 215 Kbits/sec. The server
Telnet's TCP has been seen to send data in a memory-to-memory transfer to an Alto
on an Ethernet at 300 Kbits/sec; the gateway between the proNET and the Ethernet
was an LSI 11/03 running our C-Gateway code.

10.5. Gateway Implementation

Exterior Gateway Protocol: MIT has been participating in the development and
implementation of a new protocol to be used to pass routing information between
systems of autonomous gateways. The protocol is called exterior gateway protocol
(EGP); its purpose is to provide a more controlled method of passing routing
information between gateways who may or may not trust each other.

A loose definition of autonomous gateways is that they belong to the same

administrative organization, such as MIT, and are fairly homogeneous. The
gateways within an autonomous system will use their own conventions for passing
routing and up/down information among themselves, and will use EGP to pass
routing information between themselves and the outside world.
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Summary of C Gateway Progress: Copies of the C-Gateway were sent to
Stanford and BRL. These installations now seem to be running quite reliably.

A lot of effort was put into making the C-Gateway more robust: about two dozen
bugs were isolated and fixed, and logging to a VAX at startup time was added to
monitor gateway crashes. It appears that the MIT-GW crashes about 5 times a day.
Most of these crashes are soft crashes in that the machine just restarts without
needing to reboot itself.

Better routing mechanisms were added or worked on such as a default gateway for
packets destined to a net to which we have no route, ICMP redirects, and EGP.

So much work was done on the C-Gateway this year that the easiest way to

describe it is with excerpts from monthly progress reports.

1) August and September 1982

Much has happened on the C-Gateway over the last several months. It
is now in full operational service in the main MIT. ARPANET gateway,
and will shortly go into service at Stanford in the ARPANET gateway
there and in several local network gateways at MIT

Substantial work has been done on the internal structure to speed it up
even further, and a fast and simple general tasking mechanism with
priorities has been implemented to allow finer control over internal work
scheduling. Extensive analysis of operation in high-throughput
applications internal to MIT is proceeding; some preliminary results have
already resulted in improvements. In one test at MIT a while back, an
LSI-11 was able to maintain a data rate of 1/2 Mbit/sec from a proNET
to a 3MBit Ethernet: this is quite good considering the slowness of the
LSI-1 1 and the fact that each packet must be byte-swapped before being
sent out on the Ethernet. Indications are that a faster processor with
two DMA interfaces could sustain data rates in the several megabit
range. Some initial investigation of data flow and flow control inside the
gateway has been done, and further modifications to allow more control
in this area are planned.

The code to handle PUP was written; it is now relatively complete,
providing full simple gateway service, which is to say complete routing
and ECHO but not name resolution or boot servers. The CHAOS
protocol code was redone, and is now considered complete at the same
level of simplicity (CORUT, STATUS and PULSAR). Work to expand the
IP implementation to a full IP (including ICMP, GGP, class A/B/C
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support, etc.) has started; this was delayed until the previous two
protocols were done to allow the experience gained there to be
included. The ARPANET driver has been cleaned up, and plans to
expand it to include per-link flow control are complete. Finally, an
extensive audit of the code has been made to remove places where, in
the initial rush to get the code up, bughalts were placed on unlikely code
branches.

2) October 1982

As a result of analysis done last month, some major changes were made
to the structure of the gateway software to allow better internal flow
control as well as packet buffer reclamation. All packets are now kept on
explicit queues instead of implicit ones (i.e., system message queues,
etc.), and internal flow control code was installed. No code for external
flow control (Source Quench ICMP packets) has been installed because
the algorithms are still under consideration, but all the necessary hooks
exist. Memory allocation was speeded up by keeping an internal list of
free buffers instead of using the MOS memory allocation scheme. A
smarter buffer allocation scheme (using loose pools and minimum
reservation strategies) was installed.

The code has been deployed in additional sites at MIT, including the
main gateway between the high-speed local networks at Tech Square,
where it performs adequately. With the addition of a MOS device driver
for the ACC ARPANET interface, obtained from SRI, a C-Gateway was
configured for Stanford University to interface between the ARPANET
and the collection of Ethernets there; this came up with almost no
problems and packets were exchanged between a VAX on an Ethernet
at Stanford and a VAX on a proNET at MIT.

3) December 1982

The C-Gateway code was packaged and shipped to the Army's Ballistic
Research Lab in Maryland for installation in a gateway there. BRL will
be writing additional device drivers and handlers as needed.

4) January 1983

Efforts are being made'to improve the reliability of the C-Gateway and to
collect more information about crashes. Software bughalts have been
changed to save information about the crash and then to restart
immediately. Also when the gateway starts up, it now sends a log packet
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to a log server on a VAX on the proNET ring; this log packet includes the
message that was stored away by the last crash. Currently log packets
are not always getting to the lo, server; this may be because when the
gateway starts up, it reenters the proNET ring causing some
perturbation in the ring.

Code to respond to ICMP pings was added to the gateway. Code to
generate ICMP redirects when needed was also added. Due to fears
about possible adverse effects on ARPANET hosts, the gateways
presently send redirects only to hosts on the LCSnet.

5) February 1983

A driver for the Interlan 1OMb Ethernet interface was written and
installed in the IBM PC gateway. It uses David Plummer's Address
Resolution Protocol (RFC 826) to translate 32 bit internet addresses into
48 bit Ethernet addresses.

Slightly improved routing code was added to the gateways. Packets
destined for nets to which a gateway has no route are now forwarded to
a default gateway. This is a temporary solution to the Class B/C net
problem. As a result, hosts on the LCSnet can access all Class B arid C
networks.

The Version 1 ring network code and interfaces were removed from our
gateways which means that this network has been decommissioned.

6) March 1983

The strategy for resynchronizing with the IMP when the IMP goes down
has been changed to be similar to the strategy used by the BBN
gateways. The old strategy was not robust in the cases where the
gateway thought the IMP went down, but in fact the IMP was still up.

Ron Natelie at BRL-BMD is running an old version of the C-GW code
that he has modified somewhat. He found a bug in the ACC driver that
causes the gateway to think the IMP went down. His fix to this bug is
included in the current ACC driver running on MIT-TGW.

Most of the code to implement EGP was written this month. As one
would expect with an early implementation, the implementing process
has turned up suggestions for some fairly minor modifications to the
protocol.
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7) April 1983

Several releases of the C-Gateway were sent to Stanford University this
month. Some bugs were isolated and fixed; currently this gateway is
providing a barely acceptable level of service. Debugging continues.

The BRL-Gateway version of the C-Gateway is running as a regular
service now.

8) May 1983

Efforts on the part of Jeff Mogul and Bob Baldwin to debug the version

of the C-GW running at Stanford turned up various packet length
bounds problems. Jeff noticed that better packet length checks were
needed in the Ethernet device driver and Ethernet network handler.
When these checks were installed, the Stanford gateway became
substantially more reliable. It now crashes about once every two days.

Earlier in the month Jeff and Bob figured out that a problem that looked
like an IMP synchronization bug was in fact due to a feature of the ACC
DMA interface to the IMP. The ACC device transfers two garbage bytes
into memory at the end of the received packet. The extra bytes cause an
input overrun when the gateway receives a maximum-sized packet. The
device driver did not check for the overrun, so the garbage bytes would
appear at the beginning of the next packet, causing it to be discarded
due to bad ARPANET header format.

Our implementation of EGP was tested to itself over the MIT test
gateway's two interfaces (ARPANET and proNET) and to itself via an
Echo server. It was also tested to DCN6 and DCN1. These tests have
shaken out a few bugs; EGP seems to run quite robustly in the test
gateway now.

MIT took receipt of a Bridge Communications 68000 based computer
this month. It will be used to develop experimental gateways.

11. NETWORK MONITORING STATION

In the field of local area networks, two types of networks dominate: an Ethernet
type bus network and more recently the token ring network. Much of the current
interest in rings seems to be due to the pending announcement by IBM of its token
ring network. Although there is much debate over the relative merit of both types of
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networks there exists little information on the performance of rings. John F. Shoch
and Jon A. Hupp of the XEROX Palo Alto Research Center produced a preliminary
report on Ethernet performance containing such things as number of packet errors,
performance under high load, stability and fairness. Unfortunately, no such
comparable document exists for a token ring network. The purpose of the Network
Monitoring Station is to collect statistics on the LCS proNET ring.

The Network Monitoring Station currently consists of a PDP 11/20 mini-computer
with a network card for the proNET ring and some specialized hardware. The
network cards for the proNET ring have two parts. The first is a Control Card which
interfaces to the network on one side and has a standardize interface on the other.
The second board, the Host Specific board (HSB), has this same standardized
interface on one side and a host specific interface on the other. The special
hardware is placed between these two cards. The specialized hardware has three
major components. The first is a HSB emulator that interfaces with the Control Card.
The second is part is a Control Card emulator that interfaces to the Host Specific
Board. The third part is a 32 bit, 40 microsecond resolution crystal clock.

The HSB emulator is the simplest. It always appears to be an HSB that is ready to
accept a packet. No matter what the state of the true HSB, it will always receive a
packet from the net. The Control Card itself is set in the "match all" mode which
simply means that any packet that comes by will be received no matter what its
address. The HSB emulator counts the number of incoming bytes and also keeps
track of error signals received from the Control Card.

The Control Card emulator acts as a Control Card that only receives 17 byte
packets (actually the first 17 bytes of an incoming message). By only working with
the first 17 bytes of a packet, the Monitoring Station obtains the necessary
information from the IP protocol and allows the HSB the maximum amount of time to
reset for the next packet. The Control Card emulator keeps track of whether or not
the HSB has received the incoming packet.

The clock is used for timing events on the ring and for maintaining the current time
of day. Other things that are monitored include the times that the ring crashes and
reinitializes, bad format packets, and hopefully soon, packets that are refused (not
received by the addressee). The specialized board is memory mapped into the PDP
11 /20 and also has an interrupt mechanism for fast retrieval of packet information.

The software running on the PDP 11 /20 does some data compression, simple data
accumulation and analysis. The only two items on the bus that can interrupt are tile
HSB and the specialized 'hardware card. Those interrupts are fast (-20
microseconds) and simply place data from on board registers into a circular buffer.
From here, the information in these buffers is analyzed when there is time. The
software accumulates statistics such as number of packets and percentage of
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netload over the previous day, hour, minute and second. Also displayed is the time
since last network crash (loss of token). Both network errors and monitoring station
errors are accumulated.

Because the Monitoring Station has little storage or processing power, it would be
desirable to get some information to a larger computer, perhaps with a tape drive for
long term storage. Currently, the Monitoring Station compresses all of the IP
headers down to protocol, ring destination, ring source, length of packet and time of
reception at a factor of 64:1 and sends these packets over the proNET ring to a VAX.
This VAX can do much more complex analysis than can the PDP 11/20. Although
sending compressed information to another computer seems like a reasonable idea,
it might be better not to send packets over the network being monitored. An
alternative would be to have the PDP 11/20 use either a serial line or a different
network in order to transfer information. The best idea might be to have another
mini-computer attached to the PDP 11/20. The PDP 11/20 would run the same
software on a continuous basis. The other mini-computer could be used for real-
time debugging and short-term network analysis running whatever software is useful
at the time. At the same time, a tape drive would store all of the data generated by
the PDP 11/20 on tape so that a complete set of records exist for later analysis. This
later long-term analysis could be done on a VAX and since complete records exist,
could be done any time any new information was required.

With the information collected, it is hoped that various parameters of ring
operations and usage can be determined. Some of these include latency until
transmission, number of defective packets, ring reliability, fairness and stability
under high-load. Questions involving ring usage are protocols used, who is sending
to whom, number of back-to-back packets, interpacket arrival time, distribution of
packets size and distribution of usage throughout the day.

Currently, the Network Monitoring Station is running reliably but it still has some
bugs in hardware and software that distort some of its statistics. Also a very
elementary analysis program exists on the VAX for long term analysis. The proNET
ring presently carries about 850 thousand packets and 140 million bytes on a busy
day.

12. DIRSYS: AN ONLINE DIRECTORY ASSISTANCE SYSTEM

12.1. Overview

DIRSYS is an electronic telephone book. It was developed for users with widely
varying computer skills. Therefore, the self-teaching aids for the novice were
designed to not encumber the experienced user. It is based upon the familiar
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concepts of a paper phone book and a full-screen display editor such as EMACS.
Entries from the directory database are displayed on the screen in a compact format,
one line per entry, and DIRSYS indicates which is the current entry of interest by
emphasizing the entry's line (capitalize all letters, filling in empty fields with periods,
displaying in reverse video, etc.) The user may direct the system to emphasize
another entry (i.e. move the system's pointer) by issuing commands, similar to
EMACS' cursor motion commands, or by searching for a name. The search
mechanism is incremental. That is, after each character typed by the user, DIRSYS
updates its pointer and the terminal screen, if necessary, such that the pointer rests
on the entry whose name string most closely matches what the user has typed so far.
A help facility, in the form of a menu, is provided to guide the novice user and remind
the experienced user what commands are available. The help facility operates in the
same manner as the incremental interface, except the search mechanism has been
removed. The default screen allows approximately a full screen's worth of entries to
be displayed, each entry occupying one line of the terminal screen. All information
concerning a particular entry cannot be seen using this compact format. The user
may request DIRSYS to display much fewer entries on the screen and show each
entry in detail. A command is available to switch between these two display formats.
All commands retain their semantics regardless of the display format.

12.2. Current State of the Project

A prototype has been implemented on a DECSYSTEM-20 and is being moved to a
VAX 11/750. The interface and database structure are to be evaluated and modified
based on the evaluations. A mechanism for updating the database is being
implemented.
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EDUCATIONAL COMPUTING

1. INTRODUCTION

The goals of the Educational Computing Group are (1) to identify the mental
models that novices employ in their interactions with formal and informal systems (2)
to build flexible, easy-to-understand computational systems and (3) to combine our
findings about the process of learning together with our computer systems to create
educational environments for a wide range of subjects and students. Three
complementary areas were the focus of our activities this year: the ongoing
development of the Boxer system; a range of projects that allow us to work directly
with teachers and students using existing computational tools; and continuing work
with cognition and learning. We attempt to employ the useful ideas that students
already have - about computers, about math, about language arts, and about physics
- to give them an initial mastery over the computational situation while introducing
new concepts gradually.

2. BOXER

During the past year, we have continued the design and implementation of the
Boxer computational environment, a system whose goal is to integrate a wide variety
of applications - text manipulation, programming, data manipulation,
communication, and graphics - within an easy-to-learn framework. Boxer is
motivated by our conviction that most non-specialist users of computers are best
served by providing a computational environment that is integrated and coherent, in
which all of the basic capabilities can be assimilated to a single, uniform, easily
understood computational scheme. In Boxer, we are trying to achieve system
coherence by emphasizing (1) a single, spatial model to represent the hierarchical
organization of programs and data; (2) the equivalence of objects and their screen
representations; and (3) a uniform way of manipulating all system objects.

2.1. Design Principles of Boxer

One of our major concerns in formulating the design of Boxer is to provide a
mechanism that will enable even beginning users to deal with the large-scale
structure of the system. The approach we have adopted is to organize Boxer in
terms of a pervasive spatial metaphor. Elements of the environment can be thought
of as places, and their visible spatial relationships have structural meaning. All
compound objects are versions of "boxes," which are two-dimensional arrays,
possibly containing sub-boxes. The containment relation among boxes provides a
uniform geometric metaphor that is used to model all hierarchical structures in the
system, from variable scoping through program structure through file access.
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Consequently, the entire system can be regarded as a two-dimensional geometric
space through which the user moves. This is a crucial aspect of making the system
accessible to beginning users, since it links the central organizing image of the
system to geometric intuitions.

Figure 7-1 shows a simple example of spatial organization in a procedure called
SQUARE, which draws a square on a graphics display screen by repeating four
times a sequence of two moves called CORNER. Notice that the definition of the
CORNER procedure is geometrically contained within the SQUARE procedure. This
shows how boxes can be used to achieve the usual organization of block-structured
languages. In Boxer, we extend this principle, using boxes as geometric carriers of
many other hierarchical structures as well.

-corner - fr~d1

repeat 4 r -

Figure 7-1

A second design principle in Boxer is the identification of objects with their screen
representations. This is, in essence, a consistent commitment to the idea that the
system is the way it appears on the screen. For example, any text that appears on
the screen, whether typed by the system, typed by the user, previously executed or
not, is available to be manipulated, edited, or executed. This uniformity enables
Boxer to support styles of interactive use that are very different from those found in
other computational environments. For example, one can execute statements one-
by-one and then at some later time indicate that the typed statements should be
incorporated into a program. Consequently, programming in Boxer is often not so
much "writing" programs as it is piecing them together concretely from objects
already in the system.

2.2. FoCuS of Our Work This Year

Our work over the past year has had two concerns. The first is to build a minimal,
usable implementation on the Lisp Machine. The most difficult aspect of this is the
display handling, in particular, the incremental redisplay algorithm for the Boxer
screen editor. This is much more difficult than the redisplay for a conventional text
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editor because boxes are inherently two-dimensional structures whose sizes must
dynamically adjust to fit their changing contents. A year ago, we built a prototype
implementation that did not use incremental redisplay, and, even on the Lisp
Machine, the resulting real'time interaction was so cumbersome that it was difficult
to get a feel for what working in Boxer would be like. This problem was solved by
Gregor Kiczales, who designed and implemented a sophisticated two-dimensional
redisplay algorithm for Boxer. Although we still wish to explore various user-
interface options (touch screens, pointing devices, and so on) the basic screen
interaction is now adequate for our preliminary implementation.

Our second major concern this year was to begin to exploit Boxer's underlying
uniformity to identify synergistic mixtures of programs, text, and data, in the
recognition that Boxer's integrated framework provides makes it a novel and
powerful computational medium. For instance many people have envisioned the
possibility of using computers to create "interactive books," and there are a few
systems that enable experts to implement these in limited contexts. In Boxer, this
application falls out as a matter of course, since the system treats text and programs
identically, making it straightforward to combine these in flexible ways.

Figure 7-2 shows an example of such an interactive book in the area of orbital
mechanics, written by Laura Bagnall. As shown, the box structure itself is used to
organize the "book" into sections, so that a top-level view of the book, with the
boxes shrunk, serves as a table of contents. In the figure, the ORBIT sub-box is
expanded to show its interior detail.

Int-ocuc:tion n -

Orbit D a.

T'-s boy is an er, vronrunt :r, w )tcl you cen exciloro orbilal
F:hanlcs. It contains a ~ro-a , tt-.=t s,ra 3es tt-e rnnticn

0i a D .-nit ebout a sun. it also ,rovdes cc-"ndz i which
31ter the orbit of the planet L-, azplyirn perturting fcrces.

Basic-Simulzt ,cn D [i
d-jtcnal-Cor'mnds E

Angu1ir 1orertum -

Perturbations -

Pro jects *

Figure 7-2
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Figure 7-3 shows the complete ORBIT sub-box, which itself contains a box called
BASIC-SIMULATION. This box contains not only text, but also a simulation program
that enables users to experiment with various gravitational orbits.

Ihis box is an environment in 'which you can explore orbital
rechanics. It contains a prograrn that simu]ates the motion
of a planet about a sun. It a1-o provides com-.andB wl.ich
alter the orbit of the planet by ap;l in9 pcrturbing forces.

Basic-Simulation -Data

To initiali:e an orbit, mark and do the folloiin 3 line:

:nit 2S0 0

Tne following keys can be used to run the simulat:on:

TPL-r,-KEY Sta-ts the pianct c-brtir,3.
-]T ,- - Y Sto 5 thE PlanEt Crbaltln9.

-ThL-F-KEY Tells tre plz-,ct to leave a trail cf its or-it.

You can chane the shze= of the orbit b , us in diffcrent
ina.ts to the init command. TrIy ;oinq this.

Add-,tnal-Commands D

Figure 7-3

Figure 7-4 shows the top level of another interactive book. This one, written by
Deborah Tatar, is in the area of mathematical biology. It contains programs that
model mechanisms of directed movement used by simple animals. Figure 7-5 shows
a section of the book that deals with random motion. In addition to the explanatory
text, this box contains a procedure called WALK, which simulates random motion
and also, at the bottom of the screen, a sequence of commands that can be
executed to run the simulation. In addition to executing the command as shown, the
user is also free to edit the command and thus experiment with the effects of
changing parameters. Another area we have been exploring this year is the use of
Boxer for simple information retrieval. Figure 7-6 illustrates the use of pattern-
directed data manipulation, in a system implemented by Eric Tenenbaum. In the
figure, we see a box called STUDENTS, which contains typical student record
information for an undergraduate course. The nested box structure serves to
organize the information hierarchically - each sub-box of STUDENTS contains the
information for a single student which is divided into a NAME part, an ADMIN part,
and a GRADES part. In addition to the records, STUDENTS contains a local
procedure called NEW-STUDENT-TEMPLATE, which, when executcd, produces a
new sub-box with the appropriate fields fcr new student information. Figure 7-7
shows a box, HIGH-SCORES. which is meant to be a filter on student records. This
filter, written in a simple pattern matching notation, will select out the student
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Figure 7-4
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distancEs and angles are chosen.

IRLK - []

To et a feel for hnw WqLK worvs, try filling in di'ferert values fc-
the forward and turning ranges.

1 LEPE' CPr EE 1

Figure 7-5

records in which the average of the homework grades is greater than 8 and the
average of the quiz grades is greater than 75. Figure 7-8 shows how this pattern is
used together with a command COLLECT to run through the STUDENTS data base,
applying the filter HIGH-SCORES. For each record that passes through the filter, the
program generates a copy of the form EXCELLENT-STUDENT.FORM, with the
designated variables filled in using corresponding information from the record. As
with the interactive books, we hope to show that a small set of features, such as
COLLECT, when embedded in the Boxer environment, will make substantial data-
manipulation capabilities available even to beginning users of the system.
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3. WORK WITH STUDENTS AND TEACHERS

During the past year, Sylvia Weir has continued two strands of activity begun while
part of the MIT Division for Study and Research in Education: one strand concerns
the special opportunities offered by the presence of computers in the classroom; the
other concerns the problems associated with a largo-scale introduction of
computers into the educational system.

3.1. Logo and Special Populations

The Logo system is being used with special populations in three ways. As well as
its primary use as an educational tool, Logo serves a diagnostic function, facilitating
the observation of the strengths and weaknesses of individual children to determine
their needs; and as a research instrument, to expand our undorstonding of children's
thought processes by examining the way in which they pL.orm Logo-based
activities. For example, using standard Logo and modified versions of Logo,
computer-based ways of assessing the learning needs of children with a varietv of
physical handicaps have been developed, and appropriate curricular matorial: to
match those needs have been created (with Russell, Valente and Ccier at the
Cotting School for Handicapped Children). Work with autistic and emotionally
disturbed children is aimed at finding ways of optimizing Lo o for a cognitively low
functioning population (with Scrimshaw at the League School). For both these
populations, the development of an updated Periman button box input device that
plugs into the Apple's game 1/0 connector, allows Logo cornmimnds to be input by
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the depression of a single key, making the process conceptually simpler, and
reducing the number of gestures and accuracy of physical control required.

Introducing Logo into the curriculum of 5 - 12 year-old dyslexic children (with Kelly
at the Carroll School) has highlighted the role of instructional choices in fostering
learning problems. Our schools place an overly strong emphasis on language-based
activity in the classroom, and this has put those individuals whose gifts happen to lie
in the spatial domain at a disadvantage. Prior to their demonstrated proficiency in
Logo, neither dyslexic individuals nor their teachers appreciate the possibility that
their spatial skills may be relevant to formal school or other testing situations. There
is a growing appreciation of the role of spatial problem-solving in math
understanding. In many disciplines such as, for example, in some branches of
engineering or in organic chemistry, one is required to visualize, to form an image
relating underlying mechanisms to some observed or desired behavior. The
computer introduces, for the first time, the possibility of allowing such individuals to
show their intellectual strengths at an earlier age than has been the case until now,
since connecting a computer graphics-screen to a learning environment can
support formal problem-solving in the spatial domain.

Spatial skills involved in Turtle Geometry include the estimation of length and
degree of turn; the exercise of a visual imagination, enabling the projection of
meaningful images on to sparse half-drawings; an ability to see and exploit
symmetry; and a ready response to visual feedback. For example, we see children
who can readily estimate half the length of a line in turtle units, but cannot divide by
two: who can estimate the perimeter of a regular hexagon in turtle units just by
looking at it, without being supplied by numbers, but by "eyeing it" their
explanation. Yet they are unable to generate the answer to the equivalent question
given as a standard mathematical sentence. One can divide a line in half, in a Logo
setting, by visually deciding where the half point is, and separately deciding how
many turtle units correspond to the length of that half-line. Nowhere has one
actually applied the arithmetic operation: divide a number by two. Building bridges
between this ability to perform spatial reasoning and more conventional
mathematical methods becomes the next educational task.

3.2. Teacher Training

There is a widespread concern about the crisis in teacher-training in the
educational uses of computers. It is our experience and that of other Logo
educators that the innovative nature of our approach exacerbates the problem.
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Logo is intended to be more than a programming language, and the creation of
varieties of computational environments to support learning in other curricular areas
requires special training. There is a particularly urgent need for the exhibition of
good ways to use Logo, and for on-going support over long periods, to enable a
school system remote from immediate contact with a community of Logo users to
install and manage a Logo-based computer center, and to integrate Logo activities
into the school curriculum. In response to this perceived need for models, we have
been producing a series of videotape modules which makes a start in this direction
(with Smith, Russell, Berger and Valente'. Videotapes will be accompanied by
supplementary written materials, and, in some cases, by demonstration programs on
floppy disks.

A further step involves a plan to introduce an electronic communication network
into an educational community to structure the required support system.

In all these activities, we look forward to the guidance and support of Seymour
Papert, who has joined our Group.
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1. INTRODUCTION

The primary direction of the Functional Languages and Architectures Group has
not changed from last year. We continue to study new computer structures to
exploit the parallelism in functional programs. Our approach in studying parallelism
is based on a highly dynamic interpreter for dataflow graphs called the U-interpreter
[4]. We believe the success of a general-purpose multiprocessor computer depends
on its effective programmability and its efficient utilization of resources, and
accordingly, we are concerned with hardware issues and with associated system
problems such as high level language support, communication requirements, and
efficient distribution of workload over the machine.

We are well along in developing the high level dataflow language Id and have an
operational Id-to-graph compiler for our prototype dataflow machine. The process of
specifying the functionality of each component of the prototype machine in enough
detail to facilitate hardware implementation is complete and is being tested in a
variety of 'softer' environments: simulation and emulation.

We feel the development of this novel architecture will require several iterations.
Hence, my Group is pursuing a variety of interrelated projects, all aimed at
developing our understanding of the problems and moving us closer to a final
implementation. First, we have written a simulator for the Tagged Token Dataflow
Machine to run on an IBM 4341. Second, we are constructing an emulated dataflow
machine by connecting 64 Symbolics 3600 (LISP) machines. This will include the
development of language and system software to make the emulated machine
usable by applications programmers. Both the simulated and the emulated machine
will use the graphs generated by the Id compiler. The system software work is just
starting. In parallel we are investigating the decomposition of programs and also
developing techniques for efficient code generation from functional languages with
streams. We think these techniques for code generation are also applicable to
sequential and other non-dataflow parallel machines.

2. ARCHITECTURE

2.1. Principles

Attention has been focused in the recent past on constructing multiprocessor
systems [11][12][13][15][16)[81 -- attention derived from a desire for more
performance, greater fault tolerance, the ability to exploit the rather curious
economics of a single-chip computer, or whatever. What has riot been done
sufficiently is a re-evaluation of the assumptions that led us to where we are now.
This is painfully clear when one observes that von Neumamn style uniprocessors still
form the building block for the majority of multiprocessor projects or proposals.
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Many variations on the von Neumann theme have been explored (e.g., pipelining,
multiple functional units, vector instructions), but little has been done with the
sequential control required for instruction execution. There are good reasons to
believe that this re-evaluation is overdue.

Arvind and lannucci have put forward three fundamental architectural issues on
which to base this re-evaluation: scalability, tolerance of memory latency, and the
ability to share data without constraining parallelism [6]. Scalabiliy requires simply
that the system can be made incrementally more powerful by adding more hardware
resources, and without reprogramming. Latency is the length of time between
issuing a memory request and getting a response. While the architects of high
performance machines have always paid attention to memory latency issues, their
solutions, notably caches, are not directly applicable to parallel machines. Most of
the early attempts at designing parallel machines, and some of the new
architectures, have not dealt with this problem adequately. Consequently, achieving
high performance through parallel processing has remained an elusive goal. The
Tagged Token Data Flow Architecture was designed with these issues in mind. It is
tolerant of memory latency by virtue of the basic programming model. I-structure
storage provides the ability to process memory requests out of order and to share
data without constraining parallelism.

2.2. Developments

The details of the architecture have evolved substantially in this past year. In

particular the functional breakdown into modules, the program structure, and the
addressing facilities have been completely specified [3].

Our machine is a hardware implementation of the U-interpreter for a graphical data
flow base language [4]. Programs written in any functional language which can be
compiled into this base language may be executed on our machine. Such a
compiler for the high-level data flow language Id is already in use. The U-interpreter
uncovers parallelism in programs during execution by uniquely labeling independent
activities as they are generated. Each instance of execution of an operator is called
an activity, and is given a unique activity name. Activities that have all their input
values available can execute provided a processor is available.

An abstract U-interpreter machine has five essential subsystems

1) a waiting-matching section,

2) an instruction-fetch section which is connected to a program memory,

3) an arithmetic logic unit,
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4) an output section, and

5) a data structure storage.

These subsystems are connected as shown in Figure 6-1. The first four
subsystems form a ring in which many tokens may circulate in a pipelined fashion.
Data structure storage provides an alternative path to the other four sections.
Assume that every token carries, in addition to an activity name, data and port
number, the number of partners needed to enable the destination instruction. Now
according to the rules of the U-interpreter the operands for an activity must carry
identical tags. The waiting-matching section matches input tokens with their
partners. If a match is found and the corresponding activity is enabled then matched
tokens are forwarded to the instruction fetch section; otherwise the incoming token
is stored in the waiting-matching section. All code blocks reside in the program
memory. The instruction fetch section retrieves the instruction specified by the code
block name and statement number part of the activity name from the program
memory. Each instruction contains an opcode and the addresses of the instructions
to which the results are to be sent. The opcode from the instruction and the two
operands are passed to the ALU which produces the result data value and passes it
to the output section. The output section computes the new activity name for the
result data value, in accordance with the U-interpreter rules, using the input activity
name and the destination instruction address stored in the program memory. An
output token is produced for each of the destination instructions specified in the
current instruction. If the ALU executes a data structure operation (e.g., append or
select) , a token for the data structure storage is generated and routed appropriately.
The tokens for the data structure storage are different from the tokens that enter the
waiting-matching section because they carry an opcode (e.g., read, write) and do
not require matching of activity names or instruction fetching.

A multiprocessor U-interpreter machine can be formed by replicating the abstract
machine of Figure 6-1 and connecting these machines by a packet communication
network. Programs are mapped on such a multiprocessor by assigning activities and
data structures to individual abstract machines (henceforth called Processing
Elements or simply PE's). Since in any implementation the time to send a token from
one PE to another PE would be significant, the advantage of distributing activities
uniformly in space and time over PE's can be overshadowed by non-local program
and data references. There is no global memory in the design we have chosen for
the multiprocessor machine, therefore the instruction corresponding to an enabled
activity must be available in the local memory. This is achieved by loading a block of
code on a group of PE's prior to the execution of the code. A code block for which
this type of pre-loading makes sense is associated with a logical domain which is
either a loop domain or a procedure domain. Since a logical domain is the set of
tokens generated in one invocation of a loop or procedure, the tokens belonging to it
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should be mapped onto a group of PE's in which intragroup communication
distances are as short as possible. We call such a group of PE's a physical domain.
For simplicity we assume that a physical domain is characterized by a base PE
number, PEbase and a size v, and PE's with numbers PEbase to PEbase + u-1 belong
to it. After the machine has been (logically) configured into several physical
domains, the mapping of programs can be done in two steps:

1) Assignment of a procedure or loop at the time of its invocation to a
physical domain. This includes allocation of data structure and program
storage for the invoked code block.

2) Assignment of activities of a logical domain within a physical domain.

Since the total number of activities is, in general. orders of magnitude larger than
the total number of logical domains for a program the second mapping should be
performed with minimal time overhead. However, selection of a physical domain for a
newly created logical domain can be done by a semi-centralized scheduler which
can reside on any group of PE's. Operators that initiate loops and procedures (L and
A operators), when executed, send a code block name and some scheduling
parameters to the scheduler so that it can select an appropriate physical domain.
Schedulers are Id manager programs (4][2] which will permanently reside in the
machine. The policies to be employed by these managers are issues under current
investigation.

Activities within a physical domain can be assigned to PE's by a simple hashing of
statement numbers, initiation numbers or both [7]. For example, the destination PE
number for the tokens destined for an activity with statement number s and iteration
number i can be calculated as PEbase + (s-1)mod u. This will imply that statement
numbers 1, 1 + v, 1 + 2v ... etc. should be loaded on PEbase , statements 2, 2+ u,
2+2v... etc. should be loaded on PEbase + 1 and so on. Thus the code will get
uniformly distributed over the physical domain. However, with only one copy of the
code, all initiations of a statement will execute on one PE. This may severely restrict
the exploitation of parallelism in a program. Mappings based on initiation counts
may show very different behavior. Suppose the destination PE number is calculated
as PEbase + (i-1)modu or as PEbase + (i-1/k)modv where k is the number of
consecutive passes of a loop that should be kept within the same PE, then each PE
in the physical domain will need a complete copy of the code. and up to u initiations
of a statement may execute simultaneously. It is also possible to combine the two
schemes and choose a subdomain (i.e., a group of PE's with a complete copy of the
code) on the basis of the initiation number while the PE within the subdomain is
chosen on the basis of the statement number.

In [1] we have discussed a general strategy for decomposing programs. Following
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that, we would like to minimize the distance from the PE that creates a data structure
element to the PE that uses that element. Often a logical domain creates a data
structure that the next related logical domain needs.5 In such a condition, mapping
of both logical domains on the same physical domain can avoid a lot of unnecessary
data transfers. It should be noted that the efficiency of a data structure mapping is
closely related to the assignment of instructions such as select and append, that
manipulate the data structure.

The architecture of the PE for the Tagged Token Dataflow machine is closely
related to the architecture of the abstract U-interpreter machine and is shown in
Figure 6-2. The PE (see Figure 6-2) has eight asynchronously functioning
subsystems which are connected by finite size buffers and communicate with each
other using a send-acknowledge protocol. The special service processor marked PE
control has access to the memory of all subsystems via a common bus, and is used
for diagnostic and special memory functions. The data structure storage is designed
to support I-structures efficiently. Although the activity names generated by the U-
interpreter may become arbitrarily large, in the Tagged Token Machine all activity
names are represented by finite size tags. Therefore tags have to be reused as
computation progresses. The machine only knows about tags and does not
explicitly represent the complete activity names. It achieves this by manipulating
tags in a way which is isomorphic to the way the U-interpreter manipulates activity
names. Tag manipulation is related to the token and instruction formats (the
instruction set of the machine is discussed in [5]), the address translation scheme,
and the mechanism to support procedure calls. This is specified in [3].

The tokens entering a PE can be divided into the following three groups:

1) Tokens corresponding to values in data flow graphs: These are
associated with the conceptual notion of tokens (i.e., tokens that move
about on the arcs of the dataflow graph).

2) System-generated tokens: These are closely tied to the specific
implementation and have no direct interpretation in terms of dataflow
graphs. Tokens in this class do not enable instructions; rather, they
carry with them the necessary operation codes.

3) Tokens for PE control and diagnostic purposes: These types of
tokens are used to convey information in and out of the PE control
subsystem to the host processor.

Each type of token has a different format and follows a different path inside the PE.

5 Logical domains u arid u' are related if u = w.c.s.i arid u' = w.c.s.i + 1.
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But one can view the generation of each type of token as a consequence of
executing an instruction in the ALU.

2.3. Simulation

A detailed simulation of the Tagged Token Dataflow Architecture has been
developed by Keshav Pingali, David Culler, and Moris Dovek, with some early
contributions by Arvind and Robert Thomas. This involves modeling the functional
and temporal behavior of every component of the machine, as well as the interaction
of components through finite buffers. The basic program is operational, but various
interfaces are still in progress. We hope to start simulation experiments to study the
dynamic behavior of dataflow programs in the summer 1983. IBM Research is
cooperating in these experiments, running the same program on one or more larger
machines at Yorktown. The program is currently 200 pages of Pascal code and is
likely to double in size by the time experiments will begin. The goal is to execute at
least 20 million dataflow instructions per run which may take as much as 24 CPU
hours in stand alone mode on the IBM4341.

The simulated analogue of the architecture is described in Figure 6-3. The ovals
correspond to hardware components, each of which is implemented in the
simulation as a PASCAL procedure. The boxes correspond to finite buffers
connecting the various components. The simulation program comprises these
component procedures, procedures for modeling the behavior of the buffers, a
system manager, and an overseer that dispatches activities and interfaces the
various components. It is an event driven simulation, with a variety of optimizations
to reduce the overhead of the overseer. This facility allows us to experiment with all
the low level details of the architecture and test various approaches to program
decomposition. By virtue of its detail, however, we expect this facility to be too slow
to run application programs of substantial size.

2.4. Emulation Experiments

It is very important, at this stage, to test the applicability of the dataflow approach
on large applications. For this reason we are developing a fairly high speed
emulated machine, built out of 64 Symbolics 3600 symbol processors. The hardware
to interconnect the machines is currently under development and should be
available for testing in the Fall of 1983. The emulator will be written originally in LISP
and then gradually migrated to the microcode of tile 3600 processor. The LISP
version of the emulator should be ready by December 1983. Assuming tile funding
and procurement of equipmdnt goes smoothly, we should begin testing the Tagged
Token Dataflow Machine on an ensemble of four to eight Lisp Machines early next
year. The goal is to efficiently execute real applications on the 64 machine
configuration by the end of 1985.
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This emulated machine is a single application of a general emulation facility under
development at LCS. Section 4 will discuss this facility and the emulated machine in
detail.

2.5. Hardware

Our final goal is, of course, to translate this architecture to hardware. Concomitant
with this goal, we must keep up with the developing technology. In the past, various
parts of the Tagged Token Data Flow Machine were designed as custom VLSI chips.
This year two hardware projects were carried out.

In Steve Heller's thesis [9] an I-structure memory controller was developed using
the IDL (Interactive Design Language) system. This was a very large hardware
project, raising issues that will challenge the hardware design languages of the
future. The ISMC design required 1500 lines of IDL code and involves a PLA with:

* 887 Product terms

* 151 Inputs (excluding feedbacks)

* 316 Output (excluding feedbacks)

. 91 Feedbacks

This design was transliterated into PASCAL for the simulation program by Robert
Chu, Richard Wei, and Tim Chambers.

Robert lannucci investigated the design and simulation of a VLSI circuit for
Manchester encoding and decoding of a serial data stream. The design employs a
phaselock loop for recovering the clock from the encoded data, and is capable of
running at a rate of 100 Megabits per second when implemented with the 1.2[im. n-
well cMOS process.

3. LANGUAGES

3.1. Demand Driven Evaluation

In his engineer's thesis titled "Efficient Demand-driven Evaluation", :(eshav Pingali
described a method for performing demand-driven evaluation on dataflow machines.
The basic idea is to transform dataflow programs such that a data-driven evaluation
of the transformed program performs exactly the same computation as a demand-
driven evaluation of the original program. The transformation essentially involved
the explicit modeling of demands, and permitted the compiler to introduce demand
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propagation operators into programs. The technique suggests a simple denotational
semantics in the style of Kahn for demand-driven evaluation. He also described a
source-to-source transformation of dataflow programs such that the overhead of
propagating demands in the transformed program is less than the corresponding
overhead in the original program. This transformation is also relevant for sequential
implementations of applicative languages.

3.2. Program Decomposition

The problem of decomposing programs in a multiprocessing system is
longstanding. Dataflow principles simplify the problem because the basic
sequencing mechanism guarantees correct operation regardless of the mapping
onto the physical processors. Nonetheless, the problem is difficult and this research
is still in the early stages.

David Culler investigated the problem of program decomposition in a dataflow
system, focusing on nested loops. It was shown that a collection of loops nested K
deep with simple index functions can be carried out by successively executing K-1
degree hyperplane of operations simultaneously. This is a generalization of
transforming the program into a sequential loop containing K-1 parallel loops on a
control sequenced system.

A simple model of communication behavior was put forward in order to study a
variety of specific problems and decompositions. This substantiated our intuition
that both execution behavior and communication behavior must guide the
decomposition and that the communication costs increase substantially with the
degree of parallelism exploited. This study will be extended to deal with the situation
where two large portions of the computation cooperate (e.g., a producer-consumer
relationship) or operate independently (effectively competing for resources).

3.3. Compiler Development

Development of the compiler to translate Id to the machine code for the Tagged
Token Dataflow Machine continued during the last year. Vinod Kathail and Ki Suh
have completed the machine code generator which forms the last phase of the code
generation process. It translates the dataflow graphs to the actual instructions for
the machine as described in [5], and implements the procedure call mechanism
described in [3].

Vinod Kathail incorporated an algorithm to detect deadlocked cycles as well as
dead code in Id programs into the compiler. The cycle detection algorithm uses a
modified version of the cycle-sum test of Wadge [14]. The search for the cycles is
performed in the direction opposite to the direction of the data flow arcs, thereby
allowing us to detect dead code while searching for cycles.
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Robert Stanzel completed a preliminary version of the I-structure detection
program. His program can detect I-structures for the case when they are generated
by a for loop and the selectors at which appends are performed are of the form a*i +
b where a and b are absolute constants and i is the loop index. We have also
developed a reference count scheme for I-structures. Since the generation and
consumption of an I-structure is usually done by a loop, the scheme tries to reduce
the instructions used to increment or decrement reference counts by assuming that
each code-block ( i.e., a procedure or a loop) consumes one reference to an I-
structure. Reference count is incremented when a reference to an I-structure is
either passed to another code-block or stored in another structure. Reference
counts are decremented at the completion of the code-block. Certain optimization
rules allow us to further reduce the number of instructions by grouping them
together. An augmented version of the I-structure detection algorithm that also
determines the size of an I-structure and the reference count scheme will be
incorporated in the compiler during this summer.

In addition, we are investigating ML like type structure for Id.

4. MULTIPROCESSOR EMULATION FACILITY

Emulation is a powerful pre-construction evaluation technique which allows the
system architect to abstract away from some of the low-level details of an
implementation so that attention may be focused on the higher level behavior of the
system being designed. We define emulation as the process of reconfiguring a base
computer system via programming, so that it behaves according to a target
architectural specification. The programming may take the form of micro-coding,
higher-level programming, or some mixture. To make the base machine behave
according to the architecture of the target machine means that the base machine will
accept the target machine-level programs and data structures, and will produce
results identical to those of the target architecture, although not necessarily with the
same level of performance. Unlike a simulation program, an emulator usually does
not carry timing information explicitly.

4.1. Rationale

The emulation facility is a system consisting of 64 powerful computers and 64 8 x 8
network switches that interconnect these machines. These computers and switches
can be programmed either through a high-level language (so as to reduce
programming effort) or at the rnicro-code level (for increased performance) to
emulate a variety of multiprocessor systems. The emulation of such multiprocessor
machines prior to their construction is deemed essential for the following reasons.

1) Analytical/theoretical or single-processor simulation techniques alone
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are not adequate for solving a variety of problems that must be
addressed prior to implementation of a multiprocessor system, such as
determining the size of buffer memories in each processor.

2) The alternative of implementing a proposed multiprocessor architecture
directly with custom silicon chips is costly, time consuming and good for
testing only one architecture at a time.

3) The emulation facility fosters a multiprocessor design orientation -- in
effect, the designers of multiprocessor systems become accustomed to
"thinking parallel" precisely because their experimental base is the
parallel structure of the emulation facility.

4) The availability of such a powerful emulation facility for use by members
of the DARPA community will stimulate the design of numerous
architectures by top-level designers while simultaneously scrutinizing
the potential success of these machines at a small fraction of the
implementation costs.

The proposed emulation facility is made up of two integrated parts --- the
microprogrammable processor and the packet communication switch module. The
former is available commercially; the latter is not. The facility will consist of 64 total
processors, eight of which will be fully-configured as software development stations
(with display, keyboard, paging disk, and local network interface). The other 56
processors will be stripped down versions (with memory but without
display/keyboard or disk). From the software point of view, all 64 machines will be
programmed as if they were identical for emulation purposes. Each processor, fully
configured or not, will have an integrated module. These switches will be
interconnected under user control to a variety of inter-processor communication
network configurations.

The software for the Multiprocessor Emulation Facility (MEF) will be written almost
entirely in the LISP language to allow us the maximum flexibility in adapting to future
changes. Since the 3600 processor was designed specifically with the LISP
language in mind (unlike almost all other commercially available processors), we
expect little speed impairment because of this choice.

A small although vital part of the emulation facility software will be hand coded in
3600 microcode. Included in this will be the code necessary to access the high-
bandwidth inter-processor network of MEF via the 3600's main processor bus called
the L-Bus. Besides making use of this network for transmitting dataflow tokens from
one machine to another, we intend to implement a facility whereby LISP level
software carl view the entire primary memory of MEF as one unified address space.
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This would be done by mapping local memory addresses (i.e., interpreting the higher
order eight bits as a processor number) onto the real memory of the local or a
foreign network

4.2. Network Switch

The design of the network is built around the concept of packet switching which
was developed under DARPA funding. In such a network, a processor formats
information to be transmitted into data packets by the addition of some routing and
control information (analogous to putting a letter into an addressed envelope) and
hands it off to the network. The sending processor is then free to perform other work
whiL. the network goes about the task of delivering the packet to the proper
destination. Such networks vary in their interconnection topology, but have the
property that a packet may go through several links. Rather than reserving a
complete path from source to destination for the entire duration of the packet's
transit time called circuit switching, such networks allow packets to be stored at
intermediate points until a path is available to the next intermediate point. The
network thrqn forwards the packet and frees the storage space used for the next
packet.

Robert lannucci and Robert Thomas have designed a switch that will form the

basic element of this network. The proposed switch implements extensive failure

detection through analog and digital domain checks, and relies on the associated
microprogrammable processor for error recovery operations. This approach
reduces the complexity of the switch, while simultaneously raising the level of fault
tolerance. The switch has also been systematically designed to minimize the chance
for failure by relying only on robust techniques.

The overall structure of the switch is shown in Figure 6-4 (see also [10] for more
details). It is modular in character, and is organized around eight major control and
data buses. Connected to the buses are eight input FIFOs, eight output buffers, and
a Sequencer/Scheduler. Seven of the input FIFOs and seven of the output buffers
connect to serial -- parallel conversion logic. The eighth input/output pair interfaces
to the data bus of the attached microprogrammable processor. Internally, the switch
is totally synchronous. Resynchronization of incoming data with the local clock is
done by the serial-to-parallel conversion logic.

Robert Thomas has been involved in the hardware design and implementation of a
32 M bit/second serial communication link for the MEF. This link has recently been
powered up and should be debugged by the end of Juno. The link is an extremely
important part of the switch design since it will be replicated many times to
implement the high-speed interprocessor connections.
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Figure 6-4: Basic Structure of the Packet Switch

In support of the hardware design of the switch, he wrote a general-purpose micro
assembler which can be used to generate micro code for a class of finite state
machines (useful for hardware controllers, e.g., the serial link has two such
controllers). Also, he supervised two bachelor theses. One compared several
hardware designs for generating chock bytes that are appended to each packet in
the communication network for error detection. In the other thesis, an algorithm was
designed and implemented in a simulator to establish the topology of a distributed
set of interconnected processors where each processor's only source of information
about the other processors is from the single network input port connected to it
(each processor also knows how many output ports it has and uses them to generate
traffic on the network to derive the topology). This algorithm should save a good
deal of manual work which would otherwise be needed to update network routing
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tables whenever the topology of the network changes either by design or hardware
failure.

4.3. Emulation System

Once the emulator is established we envision several ways for making it useful to
other researchers. One approach would be to duplicate the machine in whole or in
part. This effort would only involve fabrication of the necessary switch modules with
no additional design time.

MIT Local Area Networks

Multiprocessor
Emulation
Facility A R PA

WTHtCPU "

Local Consoles

Remote D'eclopment

Local / Dialup ASCIi Terminals

Figure 6-5: U ;e of the Multiprocessor Emulation Facility

Alternatively, the target interpreter could be developed remotely on another
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Symbolics 3600, Symbolics LM-2, LMI Lambda, or MIT CADR and then transmitted
via ARPANET to MIT for processing on our facility. (See Figure 6-5.) The emulation
results would be then communicated in reverse to the remote user.

Due to the flexibility of the Symbolics 3600 hardware, it is possible to keep
complete memory core images of several target interpreters at the emulation facility
site. This flexibility would allow usage of the emulation facility by researchers
throughout the United States who have some access to the ARPANET.

Richard Soley has suggested a scenario for remote usage of the emulation facility:
A researcher designs, generates, and debugs code for the facility at the remote site,
using another Symbolics 3600, Symbolics LM-2, LMI Lambda, or MIT CADR Lisp
Machine. Since the dialects of Lisp provided by these four machines are
approximately compatible, this presents no translation hardship at a later date.
When the researcher's program is completed, it is transmitted to the emulation
facility maintainers (via the ARPANET) in the form of a compiled LISP program or a
group of programs.

At the MIT emulation site, a "simple" 3600 machine core image is developed and
stored. This simple core image will contains only the bare minimum to implement the
LISP interpreter and compiler, together with the lower-level primitives of the
emulation system. Upon reception of a researcher's system (i.e., target interpreter),
a new core image is built from this base and the user's program. This core image is
then loaded into each of the processing elements of the system, and emulation is
activated.

This solution to the problem of outside usage of the system was chosen for its
natural simplicity and flexibility. It allows the researcher tr develop programs in a
leisurely way, on a foreign host. Remote users need only know the barest minimum
about the facility itself, primarily that it runs standard Lisp Machine LISP with some
added primitives but without any program development tools (such as an editor,
disassembler, etc.).

It is our intention to provide users of the facility with the necessary primitives with
which to construct a target interpreter. Each user will start with the view of the
emulator as 64 separate but interconnected processors. It will then be up to the user
to piece together the supplied routines for remote memory reference or message-
based communication to form the target system.

We believe that our proposed plan will lead to a simple, easy-to-use interface to the
emulation facility by multiple-processor machine architecture researchers across the
country.
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4.4. Experiments

The first experiment will be an emulation of the dataflow architecture. Because of
the complexity of the target architecture, Richard Soley has devised a three stage
strategy. Stage one will be the implementation of the complete architecture on the
emulator, but it will be v-ritten entirely in LISP. By doing so. we retain a significant
degree of flexibility at a time when it is most crucial, i.e., the early testing and
evaluation of the tagged-token machine.

One implication of this approach is that data would oe stored in simulated memory,
i.e., LISP arrays. Operations passed between the major blocks of the dataflow
processing element will be represented by flavor instances, or at least structures, to
give us the maximum coding simplicity and flexibility. An eye to future migration and
to tractability (for performance testing) is necessary at this stage.

Since LISP-simulated storage will, in the long run, be too costly in terms of access
time penalty for our purposes, the second stage would be to use the innate 3600
store. In addition, since most of the processors in the completed machine will not
have virtual memory, this is the first stage in which we can run real computations.
PE memory will be represented directly by wired pages, which the LISP code
deposits into and reads from with the standard 3600 micro-coded primitives. We
should be able to set aside wired, non-garbage-collected, untouched-by-LISP,
permanent pages to hold I-structure memory, program memory, and the waiting-
matching store. Most or all of the code at this stage, however, would still be in LISP.

The last stage of code migration would be the translation of some of the LISP code
into micro-code. Before we come to this point, many test runs will be executed to
give us a good feel for hot-spots, i.e., Lisp code fragments which are executed often
and which can be speeded up by micro-coding.

Due to the complexity of the tagged-token architecture, we are estimating mean
code paths on the order of 500 to 5000 micro-instructions per emulated machine
cycle (including the overhead of those functions implemented in Lisp rather than in
micro-code). This implies that the facility will interpret dataflow graphs at a rate of
approximately 64,000 to 640.000 instructions per second.

It should be clear that the proposed emulation facility will be substantially easier to
construct than a VLSI version of the intended target systems (especially the Tagged-
Token Dataflow Machine). "Cost" of construction, aside from the necessary
financial support, involves designing, building, testing, and replicating the packet
switch module along with the necessary micro-code routines for using the switch
and for error recovery.

The PE Controller (which controls the operation of a single dataflow processing
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element) and the storage emulation code was written by Richard Soley. Paul Fuqua
contributed the I-structure controller. Soley wrote the skeleton for the ALU which is
being completed by Poh Lim. This fall we hope to have the microcoded network
token access functions operational so that we may begin to test our facility in a
multiprocessor mode.

A great help to writing code for MEF in the absence of Symbolics 3600 processors
has been the existence of the numerous MIT CADR Lisp Machines which run
virtually the same source code as the 3600. (Our first two 3600's arrived in late May
1983.) This fortunate state together with our choice of LISP as our implementation
language has added greatly to the ease with which code can be written, tested, and
installed.

5. RELATED TOPICS

5.1. Fault Tolerance

Dataflow models have been developed to analyze and synthesize redundant
computer systems which are able to tolerate hardware faults. The intended
application is for systems which demand provably correct, very high levels of
reliability, such as the real-time control of aircraft, spacecraft, and critical processes.
In the work of Gregory Papadopoulos, current results in reliable systems research
have been unified under a rigorous dataflow formulation. Algorithms have been
developed to transform nondeterministic programs, written assuming perfect
hardware, into a redundant model of a system that can tolerate a specified number
of hardware faults and still maintain the full functionality of the original program.
This permits an unambiguous understanding of important implementation
assumptions: the number of independent hardware modules required, the nature
and topology of the interconnection between modules, the synchronization required,
and the algorithms which ensure conbistent inputs to all redundant operators.

Central to the approach is the model for the propagation of hardware faults
throughout the system. Once operators have been grouped into fault sets
corresponding to failure-independent hardware modules, fault propagation from one
module to another is strictly through the exchange of information between modules
and over program edges. A faulty operator is permitted to produce completely
arbitrary outputs, and even give different outputs to each operator that is coinccted
to it.

Even though this fault model is very general. analysis of the s-stem is greatly
simplified since synchronization and control mechanisms are wholly specified by the
flow of data over program edges. Moreover, the inherent absence of any
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requirements for centralized and/or synchronous control is an extremely appealing
foundation for the engineering of highly reliable systems.

5.2. New Equipment

A new computer room was established to house the equipment for the emulation
facility, as well as some of the existing machines in the building, and a s/370
compatible IBM machine. This is a 4341 model group 2 on three year loan from IBM
for the purpose of running the simulation program. It is equipped with a large
memory system, 16 megabytes of primary storage and 2.4 gigabytes of secondary
storage, to suit this application. It will run the VM/SP operating system. We plan to
connect it to the MIT net and indirectly to the ARPANET (TCP/IP).

5.3. Computer Aided Engineering

As further support for hardware design, Robert Thomas evaluated several
commercially available "computer aided engineering" design stations as well as the
schematic capture systems currently available at MIT. The Idea 1000 system by
Mentor Graphics Inc. emerged as a clear choice and we expect two such design
stations to be operational by July 1983. This system offers schematic capture, logic
simulation, timing verification, formatable net listing; future options include gate
array design and circuit simulation (i.e., Spice) integrated with the other tools.
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Department of Electrical Engineering and Computer Science,
Cambridge, MA, expected December 1983.

2. Fuqua, P. "Emulating the I-Structure Memory for a Tagged-Token
Dataflow Processing Element," MIT Department of Electrical
Engineering and Computer Science, Cambridge, MA, expected
December 1983.

3. Soley, R. "The Emulation of a Tagged-Token Dataflow Processing
Element," MIT Department of Electrical Engineering and Computer
Science, Cambridge, MA, expected December 1983.

Talks

1. Arvind "A Dataflow Architecture with Tagged Tokens," Digital
Equipment Corporation, Hudson, MA, October 7,1982.

2. Arvind "Dataflow and Signal Processing," USC-ONR Workshop on
Modern Digital Signal Processing, University of Southern California, Los
Angeles, CA, November 2,1982.

3. Arvind "A Dataflow Architecture with Tagged Tokens," California
Institute of Technology, Pasedena, CA, November 3, 1982.

4. Arvind "A Dataflow Architecture with Tagged Tokens," UCLA, Los
Angeles, CA, November 4, 1982.

5. Arvind "A Dataflow Architecture with Tagged Tokens," University of
California, Irvine, CA, November 5,1982.

6. Arvind "Limitations of Multiprocessors based on Conventional
Processors," Los Alamos - Livermore Workshop on Parallel
Architectures for Scientific Computing, Boulder, CO, January 25, 19&3.

7. Arvind "A Facility to Experiment with New Architectures," ICL, Windsor,
UK, February 11, 1983.

8. Arvind "Id: A Dataflow Language," Workshop on SAL, Digital
Equipment Corporation, Hudson, MA, February 17, 1983.
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9. Arvind "Dataflow Analysis and Id," IBM, Yorktown, NY, February 22,
1983.

10. Arvind "Dataflow and High Performance Computers," Fermi Laboratory,
Industrial Associates Program, Fermi Laboratory, Batavia, IL, May 19,
1983.

11. Arvind "A Dataflow Architecture with Tagged Tokens," Dataflow
Symposium, University of Utrecht, Utrecht, Netherlands, June 2, 1983.

12. Arvind "A Dataflow Architecture with Tagged Tokens," Brown Bovari
Co, Baden, Switzerland, June 6,1983.

13. Arvind "A Dataflow Architecture with Tagged Tokens," Royal Institute of
Technology, Stockholm, Sweden, June 7,1983.

14. Arvind "A Dataflow Architecture with Tagged Tokens," Ericsson,
Stockholm, June 8,1983.

15. Arvind "What is Demand-Driven Evaluation," Royal Institute of
Technology, Stockholm, June 9, 1983.

16. Arvind "What is Demand-Driven Evaluation," Chalmers Institute of
Technology, Gothenborg, June 12, 1983.

17. Arvind "A Critique of Multiprocessing von Neumann Style," The 1 0 th

International Symposium on Computer Architecture, Stockholm, June
17,1983.

18. lannucci, R.A. "Data Flow Computer Architecture: An Exercise in Top-
Down Design," July 22,1982.
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1. CONSERVATIVE LOGIC AND REVERSIBLE COMPUTING

One of the goals of conservative logic is to explore ways of realizing virtually
nondissipative computing. To this purpose it is necessary to achieve a very close
match between the logical structure of the desired computation and the structure of
the physical computer that should carry it out.

In previous years we had constructed combinational and classical-mechanical
models of nondissipative computation, and we had started working on quantum-
mechanical models.

1.1. Quantum-Mechanical Computation

In the past year, we have constructively shown the existence of systems that obey
the principles of quantum mechanics and that are capable of carrying out reversible,
nondissipative computation. A student of ours, Norman Margolus, has been working
in close contact with Richard Feynman, who's been exploring an implementation of
this idea based on concrete physical effects,

1.2. Inforriation-Mechanical Reduction of Physical Concepts

The past years have seen the definite acceptance of the view that physical entropy
is but a particular case of "information-theoretical entropy," a concept which is
meaningful for systems of a much more general nature, such as symbolic dynamical
systems, data structures, etc. We suspect that other quantities until now presumed
to be peculiar of physical systems actually admit of a much more general
interpretation; among these, energy and temperature. We have started studying this
problem, using ideas from conservative logic-especially the billiard-ball model of
computation-and from the dynamics of reversible dynamical systems-in particular,
reversible cellular automata.

1.3. CAM-A High Performance Cellular Automata Machine

We have made much use of CAM, the cellular automata machine developed within
our Information Mechanics Group. The demos that we have given have raised
considerable interest in this kind of simulation techniques. Pending the resolution of
administrative problems, we are in the process of setting up a CAM Consortium of
15-20 members who are interested in owning a copy of the machine and share
software, application programs, and results.

Gerard Vichniac has conducted extensive investigations of models of percolation,
nucleation, and annealing. He has shown that many statistical-mechanical concepts
pertaining to these models (e.g., order parameters, nonergodicity, nonseparability,
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order-disordcr transitions) can in fact be defined purely in terms of primitives of
computational and informational nature, such as counting, labeling, and comparing.
We therefore hope that these concepts can find fruitful applications in computer
science, much like entropy did.

Norman Margolus has devised a clever cellular-automaton rule that implements
conservative logic in an extremely compact and efficient way. With this rule, we can
simulate on CAM computations involving thousands of signals and gates.

1.4. Scientific Exchanges

The whole group participated with a number of contributions to the Cellular
Automaton Workshop held at Los Alamos in March 1983. Tommaso Toffoli was
chosen as one of the three proceedings editors.

Demos of CAM and lectures on related issues on distributed dynamics were given
at the National Research Council, Rome, Italy; the Institute for Information
Processing, Pisa, Italy; the Physics Laboratories of the University of Rome, Italy; Los
Alamos Laboratories; Boston University; the MIT EECS Centennial Celebration; and
to many visitors here at the Laboratory for Computer Science.

A talk on the state of the art on "Ballistic Computation" was given by Tommaso
Toffoli at the 1983 Convention of the American Physical Society; and one on Digital
Information Mechanics was given by Ed Fredkin at the 1983 meeting of the Jasons in
Washington, DC.

Norman Margolus spent the fall term at California Institute of Technology on
invitation by the physicist Stephen Wolfram, and then one more month at California
Institute of Technology assisting Richard Feynman in his lectures on Information
Mechanics.

2. SEMI-INTELLIGENT CONTROL

Work on semi-intelligent control has proceeded quite slowly this year, owing to our
many other engagements. Most of the work was maintenance, adapting the control
of the hinge system to the Lisp Machine, and student training.
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Publications

1. Margolus, N. H., Toffoli, T. and Vichniac, G. Y. "Experimental Discrete
Mathematics With a Fast Cellular-Automaton Simulator," SIAM
Conference on the Applications of Discrete Methods, MIT, Cambridge,
MA, June 1983.

2. Margolus, N.H. "Physics-like Models Of Computation," submitted to
Physica D.

3. Toffoli, T. "Cellular Automata as an Alternative to (rather than an
approximation of) Differential Equations in Modelling Physics,"
submitted to Physica D.

4. Toffoli, T. "A High-Performance Cellular-Automaton Machine,"
submitted to Physica D.

5. Vichniac, G.Y. "Simulating Physics With Cellular Automata," submitted
to Physica D.

6. Vichniac, G.Y. "Instability in Discrete Algorithms and Exact
Reversibility," SIAM Conference on the Applications of Discrete
Methods, MIT, Cambridge, MA, June 1983.

Theses in Progress

1. Margolus, N. "Physics and Computation," Ph.D. dissertation, MIT
Department of Electrical Engineering and Computer Science,
Cambridge, MA, expected August 1984.

Talks

1. Fredkin, E. "Digital Information Mechanics,"

The Jasons, Washington, DC, May 30,1983;
The Jasons, La Jolla, CA, June 27, 1983;
Computer Science Seminar, S.U.N.Y. at Oneonta, NY,
January 1983.

2. Toffoli, T. "Ballistic Computation," invited talk at The American Physical
Society Meeting, Los Angeles, CA, March 1983.

3. Toffoli, T. Seminars on "Parallel Computation and Distributed
Dynamics," Istituto per I Applicazioni del Calcolo, Consiglio Nazionale
delle Ricerche, Roma, Italy, December 1982 (and sequels at various
other institutions in Italy).
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4. Vichniac, G. and Toffoli, T. "Simulating Physics With Cellular
Automata," Physics Seminar, Boston University, Boston, MA, May 27,
1983.
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PROGRAMMING METHODOLOGY

1. INTRODUCTION

The Programming Methodology Group has continued to study issues in distributed
computing. Our focus has been on the Argus programming language and system,
which supports the construction and execution of distributed programs. An
overview of Argus is given in [141, and a rationale for some of our design decisions
appears in [15].

During the current year, we have completed the design of a preliminary version of
Argus. and have begun work on a first implementation. The implementation is being
done on Vaxes running Berkeley Unix and connected via an LCS net. The first stage
of the implementation, consisting of moving CLU to the Vax, was completed at the
end of last summer. The second stage, the implementation of the Argus compiler, is
nearly completed, and we are now working on the Argus runtime support.

Below, we give a brief overview of Argus and then discuss some topics in the Argus
design and implementation. Section 3 discusses how users can implement new
types of atomic objects in Argus. Section 4 discusses a way of organizing stable
storage to permit efficient recovery of Argus guardians. The final section discusses
dynamic modification of programs.

2. OVERVIEW OF ARGUS

Argus is a language and system that supports distributed programs, i.e., programs
that run on a distributed hardware base. Each node in this base is an independent
computer consisting of one or more processors and some local memory; the nodes
may differ in the number and types of processors, the amount of memory, and in the
attached I/0 devices. The nodes can communicate only by sending messages over
the network; we make no assumptions about the network topology, except that every
node can communicate with every other node.

In Argus, an application is implemented from one or more modules called
guardians. Each guardian consists of some data objects and some processes to
manipulate those objects. A guardian can be thought of as "owning" the objects
that it contains; each object belongs to exactly one guardian. The processes within
a guardian can share the objects directly, but sharing of objects between guardians
is not permitted. Instead a guardian provides access to its objects via a set of
operations called handlers that can be called from other guardians. Arguments to
handler calls are passed by value; it is impossible to pass a reference to an object in
a handler call. This rule ensures that all references to an object are within that
object's guardian.

Each guardian resides at a single physical node, although a node may support
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several guardians. Guardians survive crashes of their node of residence and other
hardware failures with high probability, and are therefore resilient. When a
guardian's node crashes, all processes within the guardian are lost, but a subset of
the guardian's objects, referred to as the guardian's stable state, survives. After a
crash, the guardian recovers with its stable slite intact: it then runs a special
recovery process to recover the remainder of its objects. Resilience is accomplished
by copying the guardian's stable objects to stable storage [11] periodically.

In addition to guardians, Argus also provides atomic actions [4], [5], [6] and atomic
data types. Actions are the primary method of carrying out computations in Argus.
Actions terminate by either committing or aborting, and are serializable [6], [17] and
recoverable provided that the only data shared among them is atomic. An action
starts at one guardian but can spread to other guardians by means of handler calls.
When an action completes it either commits at all guardians or aborts at all
guardians. The Argus implementation uses a two-phase commitment protocol [7],
[11] to ensure this latter property.

Argus provides special types, called atomic types, that ensure proper
synchronization and recovery for the actions that use them. There are a number of
built-in atomic data types, for example, atomic arrays and atomic records. For
atomic arrays and the other built-in atomic types, operations are classified as
readers and writers, and readers and writers exclude one another in the usual way.

Serializability for atomic arrays and the other built-in types is implemented using
strict two-phase locking [6] with read and write locks. The locks are acquired
automatically when a primitive operation (like fetch or addh) is called by an action,
and are held until the calling action terminates (commits or aborts). Recoverability is
implemented by making a copy, called a version, the first time an action executes a
writer operation. All changes are made to this copy. The copy replaces the original
if the action commits; if the action aborts the copy is discarded. If an action modifies
a stable object, the new value of the object is copied to stable storage as part of the
commitment protocol for the action, as discussed in Section 4 below.

3. USER-DEFINED ATOMIC TYPES

In addition to the built-in atomic types, Argus provides primitives to support the
implementation of new user-defined atomic types. In this section, we discuss how
user-defined atomic types can be implemented in Argus.

An atomic data type, like an ordinary abstract data type [13], provides a set of
objects and a set of operations. As with ordinary abstract types, the operations
provided by an atomic type are the only way to access or manipulate the objects of
the type. Unlike regular types, however, an atomic type provides serializability and
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recoverability for actions that use objects of the type. For example, relations in most
relational databases provide operations to add and delete tuples, and to test for the
existence of tuples; these operations are synchronized (for example, using two-
phase locking [6]) and recovered (for example, using logs [81) to ensure the
atomicity of actions using the relations.

In addition to providing synchronization and recovery for using actions, atomic
objects must also be resilient. We do not discuss how resilience is implemented in
Argus; details can be found in [19].

In writing specifications for atomic types, we have found it helpful to pin down the
behavior of the operations, initially assuming no concurrency and no failures, and to
deal with concurrency and failures later. In other words, we imagine that the objects
will exist in an environment in which all actions are executed sequentially, and in
which actions never abort. This approach is particularly useful in reasoning about
an action that uses atomic objects. The atomicity of actions means that they are
"interference-free," so we can reason about the partial correctness of an individual
action without considering the other actions that might be sharing objects with it [1].
This reasoning process is essentially the same as for sequential programs; the only
information required about objects is how they behave in a sequential environment.

A description of a type's behavior in the absence of concurrency and failures is
only part of the type's specification, however. It is also necessary to describe the
kinds of concurrent executions permitted by the type and how the type handles
failures. For the type to be atomic, these executions must be constrained so that
actions using objects of the type are serializable and recoverable.

Atomicity of actions is a global property, because it is a property of all of the
actions in a system. However, atomicity for a type must be a local property: It deals
only with the events (invocations and returns of operations and commits and aborts
of actions) involving the particular type. Such locality is essential if atomic types are
to be specified and implemented independently of each other and of the actions that
use them.

The local atomicity property used in Argus is dynamic atomicity; it characterizes
the behavior of a class of types that ensure serializability dynamically based on the
order in which actions execute operations provided by the type.

Dynamic atomicity defines limits on the concurrency that can be permitted by an
atomic type. These limits can be stated informally as follows: If the sequences of
operations executed by two concurrent actions on a type conflict, then some
operation executed by one of the actions must be delayed until the other has
completed (i.e., committed or aborted). Two actions are said to conflict if one has
observed the effects of the other, or if one has invalidated the results of the other's
operations.
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For example, consider an atomic array of integers a, and suppose that an action A
performs store(a, 3, 7), and then a second action B calls fetch(a, 3). If B receives the
result '7" from this invocation, then B has observed the effects of A, and A must be
serialized before B. If A has not yet committed when B observes its effects, A and B
could exchange roles and execute operations on a second atomic array (B
executing store and then A executing fetch), giving the conflicting constraint that B
must be serialized before A. The resulting execution is not serializable. Since A and
B conflict (B observes the effects of A), dynamic atomicity requires B's call of fetch
to be delayed until A has completed, thus preventing this kind of non-serializable
behavior.

As another example, suppose an action A executes the size operation on an
atomic array object, receiving n as the result. Now suppose another action B
executes addh. (Arrays in Argus are dynamic; the addh operation makes the array
grow by one element.) The addh operation changes the size of the array, so B has
invalidated the results of an operation executed by A. Thus, A must be serialized
before B. As in the previous example, if A has not yet completed when B executes
addh, A and B could exchange roles at another object, resulting in non-serializable
behavior. Since A and B conflict (B invalidates the results of an operation executed
by A), dynamic atomicity prevents this situation from arising by requiring B's call of
addh to be delayed until A has completed.

Dynamic atomicity defines the limits on concurrency that an atomic type can
permit. However, the implementation of an atomic type need not allow all of the
concurrency permitted by dynamic atomicity. Indeed, it is often too expensive nd
too complicated to provide all of the permissible concurrency. For example, the
implementation of atomic arrays in Argus prohibits two stores to different indexes
from proceeding in parallel, even though the calls do not conflict.

3.1. Implementing User-Defined Atomic Types in Argus

Users may very well define new atomic types that permit a great deal of
concurrency. Although an implementation of an atomic type need not allow all of the
concurrency permitted by the type's specification, for performance reasons it may
be desirable to allow much of the permitted concurrency. If users were constrained
to implementing new atomic types only in terms of the built-in atomic types, the
desired concurrency could not be achieved, since the built-in atomic types in Argus
are limited in their provision of concurrency.

To understand the problems arising from constraining users to implement now
atomic types only in terms of the built-in atomic types, consider the semni-queue data
type. Semi-queues are similar to queues except that dequeuing happens in a non-
deterministic rather than a strict FIFO order. They have three operations: create,
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which creates a new, empty semiqueue; enq, which adds an element to a
semiqueue; and deq, which removes and returns an arbitrary element that was
enqueued previously and has not yet been dequeued.

Semiqueues have very weak concurrency constraints. Two enq operations do not
conflict with each other, nor do an enq and a deq operation or two deq operations as
long as they involve different elements. Thus many different actions can enq
concurrently, or deq concurrently. Furthermore one action can enq while another
deq's provided only that the latter not return the newly enq'd element.

We impose the following liveness requirement on semi-queues: deq must
eventually remove any element e that is eligible for dequeuing. The semiqueue
could be used in a printer subsystem, in which actions submit files to be printed, and
the subsystem prints a file once the action that submitted it has committed. The
liveness constraint on the element returned by deq is enough for the printer
subsystem to guarantee that each file submitted by an action that later commits will
eventually be printed.6 The semi-queue data type could be implemented using an
atornic array as a representation, e.g.,

rep = atomicarray[eem].

In this case, the implementation of enq would simply be to addh the new element to
the atomic array. Since addh is a writer, an enq operation performed on behalf of
some action A would exclude enq and deq operations from being performed on
behalf of other actions until A completed. As observed above, the specification of
the semi-queue permits much more concurrency than this. Note that the potential
loss of concurrency is substantial since actions can last a long time. For example,
an action that performed an enq may do a lot of other things (to other objects at
other guardians) before committing.

To avoid loss of concurrency, users need a way to implement new atomic types
directly from non-atomic types. In the remainder of this section we describe how
user-defined atomic types can be implemented in Argus. To some extent,
implementing an atomic type is similar to implementing other abstract types. The
implementation must define a representation for the atomic objects, and an
implementation for each operation of the type in terms of that representation.
However, the implementation of an atomic type must solve some problems that do
not occur for ordinary types, namely: inter-action synchronization, making visible to
other actions the effects of committed actions, and hiding the effects of aborted
actions.

6 This is not quite true when we consider failures: the action that dequeues a file to print it could
abort every time, preventing any progress from being made. As long as failures do not occur
sufficiently often to cause this Situation, every file will be printed eventually.
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A way of thinking about the above set of problems is in terms of events that are of
interest to an implementation of an atomic type. Like implementations of regular
types, these implementations are concerned with the events corresponding to
operation calls and returns; here, as usual, control passes to and from the type's
implementation. In addition, however, events corresponding to termination (commit
and abort) of actions that had performed operations on an object of the type are of
interest to the type's implementation.

In our approach, implementations of user-defined atomic types are not informed
about commit and abort events, but must instead find out about them after the fact
through the use of objects of built-in atomic types. The representation of a user-
defined atomic type will therefore be a combination of atomic and non-atomic
objects, with the non-atomic objects used to hold information that can be accessed
by concurrent actions, and the atomic objects containing information that allows the
non-atomic data to be interpreted properly. The built-in atomic objects can be used
to ask the following question: Did the action that caused a particular change to the
representation commit (so the new information is now available to other actions), or
did it abort (so the change should be forgotten), or is it still active (so the information
cannot be released yet)? The operations available on built-in atomic objects have
been extended to support this type of use, as will be illustrated below.

The use of atomic objects permits operation implementations to discover what
happened to previous actions and to synchronize concurrent actions. However, the
implementations also need to synchronize concurrent operation executions. Here
we are concerned with process concurrency (as opposed to action concurrency),
i.e., two or more processes are executing operations on the same object at the same
time.

We provide process synchronization by means of a new data type called mutex.
Mutex objects provide mutual exclusion, as implied by their name. A mutex object is
essentially a container for another object. This other object can be of any type, and
mutex is parameterized by this type. An example is

mutex[array[int]]

where the mutex object contains an array of integers. Mutex objects are created by
calling operation

create = proc (x: T) returns (mutex [T])

which constructs a new mutex object containing x as its value. The contained object
can be retrieved later via operation

getvalue = proc (m: mutex [T]) returns (T)
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This operation delivers the value of the mutex object, namely (a pointer to) the
contained T object, which can then be used via T operations. Get_value can be
called via the syntactic sugar m.value where m is a mutex object.

The seize statement is used to obtain exclusive use of a mutex object:

seize expr do body end

Here expr must evaluate to a mutex object. If that object is not now in the
possession of a process, the process executing the seize statement gains
possession and executes the body. Possession is released when control leaves the
body. If some process has possession, this process waits until possession is
released.7 . If several processes are waiting, one is selected fairly as the next one to
gain possession.

Inside the body of the seize statement it is possible to release possession

temporarily by executing the pause statement:

pause

Execution of this statement releases possession of the mutex object that was
obtained in the smallest statically containing seize statement. The process then
waits for a system determined amount of time, after which it attempts to regain
possession; any competition at this point is resolved fairly. Finally, once it gains
possession it starts executing in the body at the statement following the pause.

The combination of seize with pause gives a structure that is similar to monitors
[10]. For example, the use of invariants is similar in the two mechanisms: An
invariant can be assumed to hold at the beginning of the body of the seize and after
a pause; the code must ensure that the invariant holds at the end of the body, and
before executing pause. However, pause is simply a delay; there is no guarantee
that when the waiting process regains possession, the condition it is waiting for will
be true.8 The combination of seize and pause also differs from monitors in that the
programmer has no control over scheduling of processes. The reason why we do
not provide an analog of a monitor's condition variables is the following: Often the
conditions processes are waiting for concern commit and abort events. These are
not events over which other user processes in seize statements have any control.
Therefore, it would not make sense to expect user processes to signal such
information to each other.

7A runtime check is made to see if possession is held by this process. In this case, the seize
statement fails with the exception failure ("deadlock")

8 In Mesa (12] there is similarly no guarantee when a waiting process awakens.
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3.2. Implementation of Semi-queues

In this section we present an example implementation of the semi-queue data type
described earlier. For simplicity we are assuming the elements in the semi-queue
are integers. We use this example to illustrate how objects of built-in atomic types
can be used to find out about the completion of actions, and how mutex can be used
to synchronize user processes.

The plan of this implementation is to keep the enqueued integers in a regular (non-
atomic) array. This array can be used by concurrent actions, but it is enclosed in a
mutex object to ensure proper process synchronization. Any modification or reading
of the array occurs inside a seize statement on this containing mutex object.

To determine the status of each integer in the array, we associate with each integer
an atomic object that tells the status of the action that inserted or deleted that item.
For this purpose we use the built-in atomic type, atomicvariant. Atomic variant
objects are similar to variant records. An atomic variant object can be in one of a
number of states; each state is identified by a tag and has an associated value. Thus
we represent semiqueues by objects of type

mutex[buffer]

where

buffer = array[qitem]
qitem = atomicvariant[present: int, absent: null].

If the qitem is in the "present" state, then the associated value is the enqueued
integer. In the "absent" state, the value of the qitem does not matter, so we use type
null, which has a single object, nil.

Atomicvariants provide operations to create new objects, and to read and modify
existing objects. For each tag t, operation maket creates a new variant object in the
t state; this state is the object's "base" state, and the object will continue to exist in
this state even if the creating action aborts. For example,

qitem$make-absent(nil)

creates a new qitem object in the "absent" state. Operation changect changes the
tag and the value of the object; this change will be undone if the calling action
aborts. For example,

qitem$change-present(q, 3)

will cause q to be in the "present" state with associated value 3 (provided the calling
action commits). There are also operations to decompose atomic variant objects,
although these are usually called implicitly via special statements. Atomic variant
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operations are classified as readers and writers; for example, change t is a writer,
while make-t is a reader.

In this example, atomic variant objects will be decomposed using the tagtest
statement.

tagtest expr
{ tagarm }
[others : body]
end

where

tagarm = tagtype idn [ (decl) ]: body
tagtype = tag I wtag

(In the syntax. optional clauses are enclosed with [ zero or more repetitions are
indicated with { }, and alternatives are separated by 1.) The expr must evaluate to an
atomic variant object. Each tagarm lists one of the possible tags: a tag can appear
on at most one arm. An arm will be selected if the atomic variant object has the
listed tag, and the executing action can obtain the object in the desired mode: read
,'nude lor tay and write mode fur wiag. if an arm can be selected, the object is
obtained in the desired mode. Then, if the optional declaration is present, the
current value of the atomic variant object is assigned to the new variable. Finally, the
associated body is executed. If no arm can be selected and the optional others arm
is present, the body of the others arm is executed; if the others arm is not present,
control falls through to the next statement.

An Argus cluster implementing semiqueue appears in Figure 12.1. (The keyword
cvt in the interface of an operation indicates that the given argument or result object
is viewed as an object of the representation type inside the cluster, and as an object
of the type defined by the cluster outside the cluster.) The semi-queue operations
are implemented as follows. The create operation simply creates a new empty array
and places it inside of a new mutex object. The enq operation associates a new
atomic variant object with the incoming integer; this variant object will have tag
"present" if the calling action commits later, and tag "absent" if it aborts. Then enq
seizes the mutex and adds the new item to the contained array.

The deq operation seizes the mutex and then searches the array for an item it can
dequeue. If an item is enqueucd and the action that called deq can obtain it in write
mode, that item is selected and returned after changing its status to "absent".
Otherwise the search is continued. If no suitable item is found, pause is executed
and later the search is done again.

Proper synchronization of actions using a semi-queue is achieved by using the
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Figu re 8-1: Implementation of the Semi-queue Type

semi-queue = cluster is create, enq, deq

qitem = atomic_variant[present: int, absent: null]
buffer array[qitem]
rep = mutex[buffer]

create = proc () returns (cvt)
retu rn(rep$create(buffer$newO))
end create

enq = proc (q: cvt, i: int)
item: qitem : = qitem$make-absent(nil) % "absent" if action aborts
qitem$change-present(item, i) % "present" if action commits
seize q do

buffer$addh(q.value, item) % add new item to buffer
end

rep$changed(q) % notify system of modification to buffer
% used for implementing resilience

end enq

deq = proc (q: cvt) returns (int)
cleanup(q)
seize q do

while true do
% look at all items in the buffer
for item: qitem in buffer$elements(q.value) do

tagtest item % see if item can be dequeued by this action
wtag present (i: int): qitem$change-absent(item, nil)

retu rn(i)
end % tagtest

end % for
pause
end % while

end % seize
end deq
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cleanup = proc (q: rep)
enter topaction % start an independent action

seize q do
b: buffer q.value
for item: qitem in buffer$elements(b) do

tagtest item
tag absent: buffer$reml(b) % remove only qitems in the "absent" state
others: return
end % tagtest

end % for
end % seize

end % enter -- commit cleanup action here
end cleanup

end semiqueue

qitems in the buffer. An enq operation need not wait for any other action to
complete. It simply creates a new qitem and adds it to the array. Of course, it may
have to wait for another operation to release the mutex object before adding the
qitem to the array, but this delay should be relatively short. A deq operation must
wait until some enq operation has committed; thus it searches for a qitem with tag
"present" that it can write.

The qitems are also used to achieve proper recovery for actions using a
semi-queue. Since the array in the mutex is not atomic, changes to the array made
by actions that abort later are not undone. This means that a deq operation cannot
simply remove a qitem from the array, since this change could not be undone if the
calling action aborted later. Instead, a deq operation changes the state of a qitem;
the atomicity of qitems ensures proper recovery for this modification. If the action
that called deq aborts, the qitem will revert to the "present" state; if that action
commits, the qitem will have tag "absent" permanently.

Qitems that are permanently in the "absent" state are also generated by enq
operations called by actions that abort later. They have no effect on the abstract
state of the semi-queue, but leaving them in the array wastes storage, so the internal
procedure cleanup, called by deq, removes them from the low end of the array. (A
more realistic implementation would call cleanup only occasionally.) It seems
characteristic of the general approach used here that reps need to be garbage
collected in this fashion periodically.

Cleanup cannot run in tlhe calling action because then its view of what the
semi-queue contained would not be accurate. For example, if the calling action had
previously executed a deq operation, that deq appears to have really happened to a
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later operation execution by this action. But of course the deq really hasn't
happened, because the calling action has not yet committed.

To get a true view of the state of the semi-queue, cleanup runs as an independent
action. This action has its own view of the semi-queue, and since it hasn't done
anything to the semiQueue previously, it cannot obtain false information. The
independent action is started by the enter statement:

enter topaction body end

It commits when execution of the body is finished.

An independent action like the cleanup action commits while its calling action is
still active. Later the calling action may abort. Therefore, the independent action
must not make any modifications that could reveal intermediate states of the calling
action to later actions. The cleanup action satisfies this condition because it
performs a benevolent side effect: a modification to the semi-queue object that
cannot be observed by its users.

4. ORGANIZATION OF STABLE STORAGE

As mentioned in Section 2, guardians are resilient to crashes. Each guardian
contains a number of variables that define its state. Some of these variables may be
declared to be stable. The objects accessible from the stable variables are referred
to as stable objects; collectively the stable objects constitute a guardian's stable
state. The remainder of the guardian's objects are volatile. A guardian's stable state
is written periodically to stable storage devices [11]; these are devices that, with very
high probability, retain the information recorded on them in spite of node and media
failures.

When a node crashes, the volatile state of guardians running at that node is lost,
but not the stable state. After a node crash, the Argus system restarts each guardian
at the node and restores its stable state from the stable storage devices. Then the
guardian can run some user-defined code to restore its volatile state to be consistent
with its stable state. After the volatile state has been restored, the guardian can
continue processing where it left off before the crash.

To ensure consistent data at many different guardians, writing to stable storage
occurs when atomic actions commit. Before an action can commit, all changes it
made to stable objects must be recorded on stable storage devices. The Argus
system uses a standard two-phase commit protocol [7], [11] to ensure that an action
either commits everywhere or aborts everywhere; stable objects modified by that
action are copied to stable storage during the prepare phase of two-phase commit.
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During the current year, we have investigated a method of implementing stable
storage for guardians. Oki [161 designed a recovery system that assumes the
existence of stable storage devices and organizes that storage to facilitate guardian
recovery; this system is discussed further below. A stable storage device abstraction
designed to match the needs of the recovery system was designed by Raible [18].

4.1. The Recovery System

In Argus, an action may visit many guardians while it executes, modifying objects
at some or all of these guardians. One simple method of implementing recovery is to
record the entire stable state of each visited guardian during the prepare phase for
the committing action. However, an action will usually modify only a small
proportion of the stable objects at a guardian; writing all objects to stable storage
involves lots of unnecessary work. Therefore, we have designed an alternative
technique.

In Argus guardians, all stable objects are atomic objects as discussed in the
preceding section. These objects may be either of built-in types or user-defined
types. The following discussion considers only the built-in types; for a discussion of
user-defined types see [161.

While an action is executing at a guardian, the Argus system keeps track of all
atomic objects at that guardian that the action modified. This information is kept in
the Modified Objects Set or MOS. A separate MOS is kept for the action at each
guardian it visits.

Every atomic object has a uid, a name that is unique with respect to its guardian.
This name is used as a reference on stable storage: one atomic object can refer to
another by containing its uid. Having such a name permits us to copy one atomic
object to stable storage without having to copy all the other atomic objects it refers
to at the same time, since we can represent these references by the uids of the
referenced objects.

The recovery system maintains an Accessibility Set or AS. This set keeps track of
which atomic objects have copies on stable storage. The AS is guaranteed to
contain all objects that are accessible from the stable variables. In addition, it may
contain some objects that were accessible previously but are no longer accessible.
These additional objects are removed from the AS periodically when the Argus
system does garbage collection.

When an action commits, the recovery system must copy all objects to stable
storage that are listed in both the MOS and the AS. In addition, it must copy any
objects that are newly accessible: An object becomes newly accessible when an
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existing accessible object is modified to refer to it. Usually newly accessible objects
are also newly created by the action that made them accessible, but not always;
such objects may have existed previously in the volatile state of the guardian.

In our scheme, stable storage is organized as a log containing entries. It is
possible to read any entry in the log, but new entries can only be appended to the
top of the log. Entries are copied to the log in one of two modes: either they are
written or they are forced. Forcing an entry to the log guarantees that the entry (and
any previous unforced entries) has actually been recorded on stable storage by the
time the operation returns. By contrast, when an entry is written it may not have
been recorded on stable storage by the time the operation returns.

Entries on the log come in two varieties: data entries and owcome entries. Data
entries simply record the state of some atomic object. Outcome entries record the
outcomes of actions, e.g., prepared, committed. All outcome entries are chained
together; the most recently written outcome entry points to the outcome entry written
second most recently and so on. Certain outcome entries such as prepared entries
also contain pointers to a number of data entries.

Now we can describe how the recovery system carries out a prepare for some

action. It makes use of two internal data structures in doing prepare: The prepare
list keeps track of the uids of all objects copied to the log for the preparing action
and the newly accessible objects set or NAOS keeps track of all objects found to be
newly accessible while doing the prepare. Initially both these data structures are
empty.

The recovery system goes through a three step process in doing prepare: First it
copies all objects that are listed in both the MOS and the AS. Next it copies any
objects found to be newly accessible, and adds the uids of these objects to the AS.
In both of these steps it keeps track of the objects written to the log in the prepare
list. Finally it writes a prepare record containing the prepare list to the log; once this
is accomplished the action is prepared at this guardian. We assume in the following
that only one prepare can be going on at a guardian at a time.

In the first step, the recovery system examines each object in the MOS. If that
object is not listed in the AS, it is discarded. Otherwise, the current version of the
object is copied to the log in a data entry; this current version contains the changes
made by the committing action. (Such an object also has a base version, which
records its state before the action ran; two versions are needed in case the action
aborts.) In addition, the pair <uid of copied object, address of data entry> is added to
the prepare list.

In copying an object. all contained non-atomic objects are copied, but contained
atomic objects are not copied; they will be copied separately if necessary. (The copy
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in the log will contain the uids of these contained objects.) However, it is necessary
to determine whether such contained objects are newly accessible, so contained
objects are looked up in the AS, and, if they are not present, are added to the NAOS.

When all objects in the MOS have been examined, step 1 is finished. In step 2,
each object in the NAOS is copied to the log. First, the newly accessible object is
removed from the NAOS and added to the AS. Then the base version of the object is
copied in a special base committed outcome entry: this special entry is needed in
case the object has also been made accessible by some other action that has not yet
prepared. Using a special entry guarantees that the object will be restored after a
crash if either of the actions commits; see [16] for more details.

Next, the recovery system checks whether the newly accessible object has a
current version in addition to a base version. There are three possibilities here;
either the preparing action modified the object, or the object was modified by some
action that has already prepared (but has not committed or aborted), or the object
was modified by some action that is still active. If the preparing action modified the
object, the current version of the object is copied in a data entry, and the <object uid,
data entry address> pair is added to the prepare list. If the object was modified by an
action that has already prepared, its current version is forced to the log in a special
prepared data outcome entry. This entry should be thought of as a extra piece of the
prepare information already stored in the log for the prepared action. If the object
was modified by an active action, nothing further need be done; the current version
will be copied to the log if the active action prepares.

In copying either the base or current version, if any newly accessible objects are
discovered they are added to the NAOS.

When the NAOS is empty, step 2 is finished. Then the recovery system forces a
prepared entry to the log. The entry contains the name of the preparing action and
the prepare list and also a link to the previous outcome entry.

In addition to the prepared entry, there are a number of other outcome entries:
committed, aborted, committing and done entries. These are all forced to the log at
the appropriate time. For example, the committing entry is forced to the log by the
coordinator just before it enters phase two of two-phase commit: this entry contains
the action id of the committing action and the identities of all the guardians that are
participants in the commit.

After a crash, the recovery system restores the guardian state by processing the
log backward, starting with the last outcome entry forced to the log before the crash
and following the outcome entry chain. The information stored in the log is sufficient
for restoring each object. For example, suppose a prepared entry for action A lists
object X in the prepare list. Then there are the following possibilities:
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1) An aborted entry has already been processed for A. (Notice that this
entry would occur later in the log than the prepared entry for A, and
therefore would be processed before the prepared entry.) In this case
the entire prepared entry is ignored.

4 2) A committed entry has been processed for A. In this case, the recovery
system checks whether X has already been restored; this would happen
if some other action B that prepared and committed later than A had
modified X. If X has already been restored, then its data entry is ignored;
otherwise its data entry is used to restore the base version of X.

3) Neither a committed entry nor an aborted entry has been processed for
A. In this case the data entry for X is used to restore the current version
(not the base version) of X, and A is granted a write lock on X. In
addition, A is listed as a participant in a not-yet-cornpleted two-phase
commit.

As time goes by, more and more of the information in the log becomes
uninteresting. For example, all information stored on behalf of an action that has
aborted is no longer needed. Neither is information about a modification to an
object that has been modified subsequently by an action that committed. To speed
up restoring, housekeeping must be done to the log periodically to remove
uninteresting information. Oki investigated two methods of housekeeping. Each
involved building a new log that contained only interesting information. One scheme
builds the new log by processing the information in the old log in a fashion very
similar to what is done when restoring the guardian. The other scheme takes a
snapshot of the guardian by starting at the stable variables and making copies of all
accessible objects. Details of the two schemes can be found in [16]; our analysis
indicates that the snapshot scheme is the more efficient of the two.

The method described above is a hybrid of a simple logging technique with a
shadowing scheme. In a simple logging technique [2], [7], [11], a prepared entry
simply records the preparing action, but does not list the objects copied in preparing
the action. Instead, the entry made when copying an object lists the action on whose
behalf the copy was made. Such a scheme avoids the need to build the prepare list,
and also has smaller prepared entries than our scheme. However, recovery is slower
than in our scheme, since every entry in the log must be examined during recovery.

In a shadowing scheme [7], the system maintains a map that points to the current
version of each object. When preparing an action, a new copy of the map in which
the entry for each modified object points to the new version is written to stable
storage. A pointer to this new map is stored in a log as part of the prepared entry for
the action. Later, when the action commits, the now map replaces the old one.

121



PROGRAMMING METHODOLOGY

Shadowing is fast for recovery, since exact information is kept about the current
versions of objects. However, it is slow during prepare if the maps are large.

In our scheme, we actually keep the map, but we distribute it among the prepared
entries. Our scheme should be as fast as simple logging during prepare. It should
be substantially mcre efficient than logging during recovery, although not as efficient
as a shadow scheme. We believe that it can do restoring reasonably fast when
combined with the snapshot housekeeping scheme described above.

5. DYNAMIC MODIFICATION OF PROGRAMS

Programs in Argus will commonly take the form of subsystems that provide
services to other programs called clients. Examples of subsystems are mail and
naming services. Typically such subsystems will provide a logically centralized
service in a distributed manner. For example, to its users the mail subsystem
appears to be a single entity that delivers mail to mailboxes of users; however, these
mailboxes may be distributed on many nodes of the network.

If subsystems remain in use for a reasonable length of time, they will probably need
to be modified. Modifications arise for many different reasons. For example, a
subsystem may be modified to fix an error in its implementation, or to change its
implementation to one that is more efficient in some dimension. Or. a subsystem
may be modified to provide more services than it did previously. Thus, long-lived
subsystems evolve over time.

The services provided by many subsystems include storing information for their
clients. For example, a mail subsystem stores messages for its users, while a naming
subsystem stores information about how to resolve higher-level names to lower-level
names. When such subsystems evolve, it is important that they not lose information
entrusted to them.

Bloom [3] has studied the problem of supporting subsystem evolution without loss
of information and with minimal disruption of client programs. In particular, bringing
an entire system down in order to replace a subsystem with a newer version was
ruled out as being too disruptive. A special problem in a distributed system is that it
is difficult to find a time to schedule a system shutdown, since a good time at one
location is likely to be a bad time at another. Even in centralized systems, where it
may be possible to find a good time for a system shutdown, supporting subsystem
evolution by shutting down the system is not as satisfactory as a method that does
not involve shutdown. Bloom developed a method of doing subsystem replacement
dynamically, while all other parts of the system continue to run. In particular, the
replacement is invisible to clients: they may notice that the subsystem cannot be
used for a while, but that is the only effect of the replacement.
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Bloom studied subsystem replacement in the context of Argus. A subsystem was
thought of as providing an interface consisting of a collection of handlers that clients
could call. Thus, to its clients, a subsystem appears to be a guardian. However, a
subsystem is typically implemented by many guardians residing at many nodes in the
network.

The first question that must be addressed when doing subsystem replacement is:
when should it be considered permissible for a new subsystem to replace an existing
one? Bloom's primary criterion was that the new subsystem's behavior not be
different from the old one's in any way detectable to clients. If the services provided
are going to change, then clients cannot simply be hooked up to the replacement,
since their behavior may also change. Instead some human intervention will be
needed in such a case.

It may seem that a replacement is permissible only if the interface of the subsystem
does not change, i.e., it provides the same handlers, taking the same types of
arguments and returning the same types of results, and having the same
specifications. However, a more general definition is possible. One generalization is
that a replacement is permissible if it provides an extension of the previously
available services. This means the replacement must contain all the old handlers
with the same types of arguments and results, but in addition it can provide new
handlers. Furthermore the behavior of the old handlers must still be the same as it
was in the replaced system. (The clients using the old system see the same behavior
they always did; new clients see the extended specification.) Thus the question
about permissibility can be posed as a question about what theorems can be proved
from a program's specification. If every theorem that could be proved about the old
subsystem can still be proved about the new subsystem, then the replacement is
permissible.

For example, consider a mail system that provided no operation for removing users
and suppose that a replacement adding such an operation was desired. This
replacement would be permissible only if the following theorem could not be proved
of the original system:

If u is entered as a user of the mail subsystem, then u will be a user of the
mail subsystem from then on.

The requirements for permissible replacement can be relaxed in other ways as
well. One example is a new subsystem designed specifically to replace an existing
one. The new subsystem need not meet the full specification of the original
subsystem, since it will never start from an initial state. It need moot only those parts
of the specification that relate to states reachable from the last state of the replaced
subsystem. If we consider non-deterministic specifications of subsystems,
replacement requirements may be relaxed still further: the new subsystem need not
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behave exactly as the old one would have, since each could make different
decisions when a choice was not fully determined. For complete descriptions of
these eased requirements see [3].

Next, Bloom defined a method of performing a permissible replacement. This
method relies heavily on the semantics of Argus. Most important are atomic actions
and the fact that guardians can survive crashes. The method works as follows:

1) Create a replacement action. All activity concerning the replacement
will take place within this action.

2) Destroy all guardians in the original subsystem. Destroying a guardian
in Argus crashes the guardian immediately. If the destroying action
commits later, the guardian will really be destroyed at that point.
Otherwise, if the destroying action aborts, the guardian simply recovers
from the crash.

3) Create all the replacement guardians. These are created with their
stable variables in existence but uninitialized.

4) Perform a transformation function
T: so --- S n

Here so is the stable state of the old subsystem and sn is the stable state
of the new subsystem. This new state is stored on stable storage; when
T is complete, the new guardians appear as if they had crashed. T will
be discussed further below.

5) Bind the handlers of the old guardians to the handlers of the new
guardians. The effect of binding is that when a client calls an old
handler after replacement, the new handler will be called instead. Of
course, binding is permitted only if the old and new handlers take the
same types of arguments and return the same types of results.

6) Commit the replacement action. This causes the old guardians to be
destroyed, as mentioned above. The new guardians recover from their
crash.

It is important that replacement runs as an action, because this rules out any
danger that a partial replacement will occur. If the action commits, then the
replacement will have occurred entirely; if it aborts, then the old subsystem will
continue in operation.

The correctness of a replacement depends on a number of activities performed by
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the user interacting with the replacement system. For example, the user must
execute a correct transformation function T. T maps the current state of tile old
subsystem into the current state of the new subsystem. Intuitively, and ignoring a
replacement that is an extension, T is correct if both the old and new subsystem
states represent the same abstract state. This situation is illustrated in Figure 12-2.
Here T is shown mapping the old state, so, into the new state, s,,. Each
representation is mapped to the abstract object it represents by the abstraction
function .,t [9] for its subsystem. T is correct because . 1(r) . .((T(so)). (Actually
this correctness condition is too simple for subsystems with non-deterministic
behavior. The exact definition is given in [31.)

Figure 12-2: DIAG Transformation Diagram

a

0

SO KJ+ Sn
T

In addition to defining the trainsformation function, the user must identify correctly
all the guardians that make up the old subsystem, create the proper number of new
guardians. and bind the old handlers to new handlers correctly. Bloom discusses
how the Argus system together with various naming systems can help the user with
theso problems. She also discusses some techniques for testing replacements in
advance of actually doing them.
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PROGRAMMING TECHNOLOGY

1. INTRODUCTION

This is the report of the Programming Technology Group whose main effort is the
development of a computer-based planning sys!-'- for use in situations in which
voluminous data are available to support the planning. Some of this development is
aimed at moving a large system of software development tools, centered upon the
language MDL, from the DECSYSTEM-20/TOPS-20 environment in which it was
initially constructed to an open set of environments including VAX-UNIX and systems
based on the 68000 family of chips. Another part of the work is the development of a
planning aide based on the essential ideas of VisiCalc but extended to include
symbolic computation, data management, and graphic display. A third and smaller
part of the work is aimed at the development of a graphical programming and
monitoring system. Throughout the work of the group, and especially in the
planning aid and the graphical programming parts, there is a focus on ease of use
and other aspects of the computer-user interface.

The language, MDL, that is the centerpiece of the system of software development
tools that is being transported to the VAX and 68000 environments is at the same
time an extension of LISP and a production language that supports programming in
a more conventional, more Fortran-like style. The acronym, "MIM," used in the
rtnmaiiider oi this report, stands for "Machine independent MDL."

2. MIM DEVELOPMENT

Work on the machine independent MDL (MIM) project over the past year has
progressed in several areas:

1) Moving out of old MDL;

2) Making MIM more complete;

3) Development of the I/O system;

4) Development of a VAX/UNIX implementation;

5) Improvements of the compiler;

6) Improvement of performance;

7) Improvement of robustness.

At present, all compilers for MIM run in the old implementation of MDL on
DECSYSTEM/20. Most of the work required to move the machine indcpondent part
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of the compiler and the open-compiler for the VAX into MIM has been done. When
that work is finished, it will be possible to put a complete development environment,
including compilers, onto the VAX. Then the open compiler for the DECSYSTEM/20
will follow.

Many of the MDL primitives that were originally omitted from MIM have been
added. Bit manipulation routines, with associated open-compilers, have been
developed; both a copy and a mark-sweep garbage collector have been debugged
and made to run on DECSYSTEM/20 and the VAX. The entire preloaded MDL
environment, plus a number of debugging packages, now exists for the
DECSYSTEM/20 and VAX implementations. Other packages are transported or
reimplemented as the need arises.

The major feature of old MDL that MIM currently lacks is the collection of memory-
management routines: purification of static data structures, fast i/O of raw data
structures, and so on. Work has begun on adding these features to MIM.

The stream I/O system is essentially complete. Most of the high-level I/O routines
from old MDL have been implemented in MIM using streams, usually with compatible
interfaces. In addition, compatible disk and terminal streams have been
m'c-t for TOPS-2.0 and .!. Programs can thus do quite sophisticated

terminal handling and file interactions, without regard for which system they are
running on.

An advantage of the stream system is that other stream types can be added without
modification to the MIM interpreter or kernel. Work has begun on a network
interface, using TCP/IP. It will provide a basis for a message system.

The VAX/UNIX implementation is now compatible in all respects with the
DECSYSTEM/20 implementation. As an example, Lebling's PLAID system was
ported to the VAX from DECSYSTEM/20 with only one change: the removal of some
code that was needed to get around a monitor bug in DECSYSTEM/20.

A significant investment of time was required to complete the VAX/UNIX
implementation because of various problems encountered in UNIX. The majority of
the terminal handling code that is built into the DECSYSTEM/20 monitor had to be
written in MIM for the UNIX version since the UNIX philosophy is to have that code in
the user job. In addition, care had to be taken to prevent MIM from leaving the
terminal in a bad state when it returned to the UNIX shell. The size of the RK07 disks
on the VAXes and the way in which UNIX handles swapping space also led to some
problems. The RK07 disks have a 27 megabyte capacity which must be divided up
between file space and swapping space. This limitation restricts the virtual memory
size of a MIM on UNIX. The remote virtual disk will help relieve this limitation. UNIX
software constraints also limit the size of a particular job's swapping space.
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Because of those limitations, MIM generally runs on the edge of disaster, and it is
nearly impossible to run another program in addition to MIM on a VAX. The MIM
software had to take great pains to acquire as much memory as possible without
killing itself.

The suite of MIM compilers has undergone further enhancements to improve the
speed of compiled code, and to allow larger programs to be compiled. This includes
optimizations to reduce the number of temporary stack locations required by
compiled routines, optimization of register allocation on TOPS-20 and development
of new primitives (such as dispatch tables) to simplify some common operations.
Peep hole optimizers were added to the MIM compiler to clean up the compiled
code.

The relative slowness of MIM as compared to MDL led, first, to the instrumentation
of the DECSYSTEM/20 MIM kernel. This allowed us to find bottlenecks in the MIM
interpreter and kernel. Many of the major problems were corrected, either by careful
rewrites of frequently used routines, or by improvements in the kernel's structure. In
addition, careful studies were done of the behavior of DECSYSTEM/20 MIM in the
extended-addressing environment. This required the construction of a simulator of
the DECSYSTEM/20 paging hardware, so measurements could be made. Given
information about how MIM was competing with itself for pages and page table slots,
we were able to improve performance significantly by changing the memory
organization. However, because of inherent problems in the DECSYSTEM/20
memory management hardware and software, very large MIM programs will
invariably have performance limitations

As MIM has acquired more users, a significant amount of time has been spent
debugging both the MIM interpreter and the various MIM compilers. This has led to
considerable improvement in the robustness of the system; it is now reasonable to
expect even quite complicated programs to fail only because of bugs in their
implementation, not because of bugs in the MIM system.

3. PLANNING SYSTEM

Last year's work on the planning aid system PLAID was motivated by the
transporting of PLAID out of the old MDL environment and into the new one, and by
the acquisition of "personal computers" (VAX-11/750s) with high-resolution
graphics terminals (BBN BitGraph terminals). Notable achievements were:

1) Successful transport of. PLAID into MIM/MDL on TOPS-20;

2) Successful transport of PLAID into MIM/MDL on VAX UNIX;
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3) Extending the "continuous update" model to include graphics;

4) Implementation of a pointer ("mouse") adjunct to the user interface;

5) Implementation of HELP and MENU facilities;

3.1. Transporting PLAID to MIM

The major project over the last year was the transport of PLAID into MIM, the new
implementation of MDL. PLAID was the first major user program transported, and it
flushed out many bugs in the MDL compilers as well as in MDL itself. PLAID also is a
very large program (the executable file is approximately 400 hundred pages on
TOPS-20), and so the transportation of PLAID exposed several program-size-related
bugs.

The version of PLAID in MIM/MDL differs from the old version in one major
respect, which is that window management is considerably more transparent to the
user (or programmer) because the stream-I/O system in MIM/MDL is considerably
more flexible and extensible than the old "internal channel" system of the MDL.

A largely compatible MIM/MDL version of PLAID was running in January 1933.
The only part of the old version still not converted is the "fast" LOAD and STORE
commands for worksheets, which depend on memory management routines not yet
implemented in MIM/MDL.

The version of PLAID in MIM/MDL is approximately 2 to 2.5 times slower than the
version in old MDL. Speed improvements are expected during the coming year.

Once the MIM version of PLAID was working relatively robustly. transport of PLAID
into the VAX/UNIX environment was begun. This was gratifyingly easy. Most of the
problems were occasioned by problems with the small size of the VAX RK07 disks,
and with certain features of the UNIX operating system.

The VAX/UNIX version of PLAID, running on a VAX-11/750, is about four times
slower than the TOPS-20 version, but this varies from command to command, and
often the perceived speed is as fast as that of the TOPS- 20 version.

3.2. "Continuous Update" Graphics

The "spreadsheet" model of data presentation and entry is widely popular. One
reason for this popularity is that changes made to independent variables in a model
propagate to the dependent variables and change the presentation continuously.
The model and the presentation are always in synchronization, or in the process of
synchronizing.
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We have extended this method of presentation to graphics, and particularly, to
graphs of various types displayed on a high-resolution display. In PLAID, a model
may be presented in several different ways. The most common is as a "worksheet."
In this mode, the familiar VisiCalc ledger-style of display is used. Another method of
presentation is as a "graph." In this mode, graphs which express parts of a model
(usually rows or columns of a worksheet) are displayed. The elements of the graph
are elements of the worksheet, and therefore, if those elements change, the graph is
changed as well. For example, a bar graph showing actual and projected sales of
various items over several years would show a set of bars for each item, one bar per
year. If the projection changed, the height of the bar would change at the same time.

To implement this method of presentation, every display window which contains a
worksheet also contains a routine to redisplay the window, and a routine to do low-
level update (such as changing the height of one bar in a bar graph).

The method may be extended to other forms of presentation as well. To give one
example, a "set" is a display window or worksheet which shows only those
worksheet items which satisfy some criterion.

3.3. Interface to a High-Resolution Display

PLAID was originally implemented to use the VT100 and similar terminals, so when
we acquired high-resolution displays (BBN BitGraphs), PLAID was extended to use
the functions available on these more powerful devices.

One feature of the BitGraph which makes it an interesting device to use is that
while internally it is a DMA device, it must be controlled over a terminal line: there is
no DMA to the host computer.

As discussed above, PLAID now has the ability to dr-w graphs, and to update them
piecemeal as the worksheets they represent are chared.

The BitGraph terminal also supports a pointing device (a "mouse"), and facilities
for using it have been added to the system. It may be used to move the worksheet
cursor and to select items from menus.

3.4. Help and Menu Facilities

A new Help facility has been implemented. Each node of the ATN which describes
the command structure may have a help text stored with it. In practice this "text" is
actually a pointer into a disk file. A pop-up Help window is displayed when the Help
key is pressed. When any other command key (such as EOL) is pressed, the window
is removed. We expect to expand this facility to have better selection of which help
texts to display in the future.
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The Menu facility has been upgraded to allow items to be selected from the menu
with a pointing device.

In the future we expect to do some work on optimal Menu and Help window
placement. At present part of the contents of the current display window are
overwritten and must be refreshed when the menu or help is cleared. (On a BitGraph
this operation is extremely fast, on a VT100 it proceeds at the terminal's baud rate).

4. GRAPHICAL PROGRAMMING AND MONITORING OF
PROGRAM BEHAVIOR

The rationale for the study of graphical approaches to programming and the
understanding of software includes several components. One of them is that
programming as practiced conventionally seems, to anyone accustomed to the
graphs and diagrams of much science and most engineering, to be dominated
abnormally by linear strings of abstract symbols. If you are told that programs are
difficult to write and to understand and that software is usually in a chaotic state, and
you then look at a hundred pages of program listings, you are likely to say, "No
wonder." This part of the rationale says that, if a picture is worth a thousand words,
here is a place to try to use pictures. Another part of the rationale is that many
human products of the television age understand pictures better than linear text.
Another part is that computer programs are intrinsically multidimensional and that
presenting them as text artificially linearizes them. In any event, there are now
several efforts -- for example, at Brown University, Computer Corporation of
America, the University of Toronto, and SRI International -- to see how graphics can
be used to facilitate the preparation and/or understanding of software.

Our project. which has been under way since last September, is aimed at graphical
programming and graphical monitoring. It is exploring approaches that may help
newcomers write and understand simple programs and at approaches that may help
experienced programmers write and understand complex programs.

In the graphical programming part, the aim is to devise graphical figures --
pictograms -- to represent most of the basic constructs of the MDL language and to
develop a system in which one can construct a program (MDL function) or data set
by arranging and interconnecting those figures. We are not yet at the point of
demonstrating such graphical programming. However, we have explored many
ways of representing programming constructs, and it seems clear that we shall be
able to program graphically in an extension of MDL. Moreover, it is apparent that
there are some advantages to programming in that way. Prop,,,,iming is basically
more like building than like writing. Using pictures (pictograms) to represent
computational objects avoids some of the problems introduced by using names. If
variables are represented by places on the display screen and identified by
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pictograms in those places, there is no way of having a name-collision between two
variables, and there is no way of getting confused between "static scoping" and
"dynamic scoping" rules for figuring out which of two or more variables is meant by
a name that they have in common -- because they do not have any names. On the
other hand, there are problems in graphical representation. Even though we strive
for compactness, it tends to use more space than does representation by
alphanumeric strings. When it comes to identifying a thousand or more different
objects, we recognize the difficulty of learning to associate a pictogram with each
object. For speakers of Western languages, words have an advantage in already
established and exploitable meanings. Do speakers of Chinese or Japanese, or did
writers of ancient hieroglyphs, have a superior approach to the representation of
computer constructs?

In the graphical monitoring part of the work, we are extending the MDL interpreter
to take some steps toward explaining what it is doing while it does it. In concept, the
computer has an extra display screen on which it displays information about what it
is doing. The main operative construct in MDL is a construct called the "function
application form." When such a form is interpreted, the interpreter considers the first
thing in the form to represent an operator and all the other things to represent
operands that the operator should operate upon. We have modified the interpreter
to do some more work whenever it encounters a function application form. It first
presents some information about what it is going to do. Then it carries out the
normal processing. And then, having seen the result arrived at by the normal
processing, it presents some additional information. Thus far, the explanation that it
gives is mainly alphanumeric, not graphical. We will be substituting graphical self-
explication with non-graphical self-explication in the coming months.

In both parts of the work, we are interested in large, complex programs as well as
in small, simple ones. However, the large, complex ones present more difficult
problems. The main approach we are taking to handling large and complex
programs takes advantage of the fact that most such programs -- and perhaps all
such programs that are understandable -- are hierarchical in structure. An important
part of the work, therefore, is figuring out how to represent computer constructs at
several different levels of abstraction. It is one thing to develop pictograms for 50 to
200 constructs that are built into a programming language but quite another to
represent at various levels of abstraction the thousands of programs that are in use

and on the market today. Moreover, it is not likely that programmers will want to
create graphical representations of programs in addition to creating the programs.
We see in rough outline how to synthesize graphical program representations in
parallel with the synthesis of programs and data sets, but we do not have a good
approach to abstracting simplified representations from complex ones. That looks
like a good and difficult research problem.

138



PROGRAMMING TECHNOLOGY

Publications

1. Yeh, A. "Ply: A System of Plausibility Inference with a Probabilistic
Basis," MIT/LCS/TM-232, MIT Laboratory for Computer Science,
Cambridge, MA, December 1982.

Theses Completed

1. Bily, R. "A Microcomputer Database Management System," S.B. thesis
MIT Department of Electrical Engineering and Computer Science,
Cambridge, MA, August 1982.

2. Saks, J. "The Subroutine Library as a Tool for Business Applications
Programming," S.B. thesis, MIT Department of Electrical Engineering
and Computer Science, Cambridge, MA, January 1983.

3. Thompson, M. "Graphically Representing the Control Structure of MDL
Programs," S.B. thesis, MIT Department of Electrical Engineering and
Computer Science, Cambridge, MA, May 1983.

4. Yeh, A. "PLY: A System of Plausibility Inference with a Probabilistic
Basis," M.S. thesis, MIT Department of Electrical Engineering and
Computer Science, Cambridge, MA, June 1983.

Theses in Progress

1. Buffo, D. "An Expert System for Financial Planning," M.S. thesis MIT
Department of Electrical Engineering and Computer Science,
Cambridge, MA, expected January 1984.

2. Sun, R. "Application Oriented Integrity Specification in a Data Model,"
M.S. thesis MIT Department of Electrical Engineering and Computer
Science, Cambridge, MA, expected September 1983.

139



pk~ciDIopAG.E B,ja4K is I".&D

SYSTEMATIC PROGRAM DEVELOPMENT

Academic Staff

J. Guttag, Group Leader

Graduate Students

R. Forgaard K. Yelick
R. Kownacki J. Zachary
J. Wing

Support Staff

E. Pothier

Postdoctoral Fellow

P. Lescanne



SYSTEMATIC PROGRAM DEVELOPMENT

1. INTRODUCTION

Over the last year the Systematic Program Development Group has worked on two
related projects, the Larch Specification System and the RR Rewrite Rule
Laboratory. The work on Larch has been supported primarily by DARPA, and the
work on RR primarily by the NSF.

2. LARCH

2.1. Summary of Status and Plans

The Larch Project is developing tools and techniques intended to aid in putting
formal specifications to productive use. Many of its premises and goals were
discussed in last year's progress report and in [4]. In our work on Larch, the
Systematic Program Development Group has cooperated closely with Jim Horning of
Xerox PARC.

The central component of the project is a two-tiered approach to specification and
a family of specification languages to support this approach. Each Larch language
ha. a compnnent derived from q pronramming language and another component
common to all programming languages. We call the former interface languages, and
the latter the shared language.

We use the interface languages to specify program modules. Specifications of the
interface that one module presents to other modules often rely on notions specific to
the programming language, e.g., its denotable values or its exception handling
mechanisms. Each interface language deals with what can be observed about the
behavior of programs written in its programming language. Its simplicity or
complexity is a direct consequence of the simplicity or complexity of the observable
state and state transformations of the programming language.

The shared language is used to specify abstractions that are independent of the
programming language. These abstractions are used within specifications written in
the interface languages. The role of shared language specifications is similar to that
of abstract models in some other styles of specification.

We are still i,, the early phases of the Larch project. We have completed the design
and documentation of the Larch Shared Language [5][6]. We have also designed
interface languages for CLU [20] and Mesa.

A primitive checker for the shared language has been implemented in CLU on a
single-user Vax (see Section 2.5). In addition to parsing specifications, this program
checks various context sensitive constraints and provides mechanisms for
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"expanding" assumptions, importations, and inclusion. This checker is an interim
tool. We designed our specification language in tandem with an editing and viewing
tool. Many language design decisions were influenced by the presumption that
specifications would be produced and read interactively using this tool. A first design
of this tool is complete (see Section 2.4), but implementation has yet to begin. It will
not begin until we have a high- resolution high-bandwidth display for our single-user
Vaxes.

Construction of a primitive checker for the CLU interface language is scheduled to
begin in June 1983. We plan to complete it by the end of the summer (see Section
2.5).

As part of the RR project, we are in the process of implementing a term rewriting
system, REVE, that we hope will provide much of the theorem-proving capability
needed for analyzing specifications. The definition of the Larch Shared Language
calls for a number of checks for which there can be no effective procedure. We have
what we believe are useful procedures, based on sufficient or necessary (but not
both) conditions, for many of these checks, e.g., consistency. We are working on
procedures for the others.

2.2. The Two-tiered Approach to Specification

The two-tiered approach to specifying programs separates the specification of
underlying abstractions from the specification of state transformations. We use a
"shared" specification language to describe underlying abstractions, and an
"interface" specification language to describe state transformations. Furthermore,
we intentionally make the interface specification language dependent on a target
programming language. This decision allows us to keep separate the description of
programming language independent issues from the description of programming
language dependent ones, e.g., side effects, error handling, and resource allocation.
For example, if we were to specify machine arithmetic, we would describe ideal
arithmetic in the shared language, and we would describe boundary conditions
constrained by word and memory size in an interface language.

The specification of a program module is written in an interface language of which
the shared language is a subset. An interface specification contains two parts: a
"shared language component" (bottom tier) and an "interface language
component" (top tier). These two components correspond to the two tiers in our
approach.

The invention and description of key abstractions should be done in the shared
language. We expect most of the effort involved in writing a specification to be
invested in the shared language component. The interface language component
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should deal only with programming language dependent issues. One reason for
separating the two language components is that we expect many shared language
components to be reusable by different interface language components. Some of
them will be developed for particular applications; a few central ones will be useful in
many applications.

2.3. The Larch Family of Specification Languages

Some important aspects of the Larch family of specification languages arc:

Composability of specifications: We emphasize the incremental construction of
specifications from other specifications. Larch has mechanisms for building upon
and decomposing specifications as well as for combining specifications.

Emphasis on presentation: Reading specifications is an important activity. To
assist in this process, we use composition mechanisms defined as operations on
specifications, rather than on theories or models.

Interactive and integrated with tools: The Larch languages are designed for
interactive use. They are intended to facilitate the interactive construction and

lt , ;I -,ta, checking of specifications. The decision to rely heavily on suppurt tools
has influenced our language design in many ways.

Semantic checking: It is all too easy to write specifications with surprising
implications. We would like many such specifications to be detectably ill-formed.
Extensive checking while specifications are being constructed is an important
aspect of our approach. Larch was designed to be used with a powerful theorem
prover for semantic checking to supplement the syntactic checks commonly defined
for specification languages.

Programming language dependencies factored: We feel that ;t is important to
incorporate many programming-language-dependent features into our specification
languages, but to isolate this aspect of specifications as much as possible. This
prompted us to design a single shared language that could be combined in a uniform
way with different interface languages.

Shared language based on equations: The shared language has a simple semantic
basis taken from algebra. Because of the emphasis on composability, checkability
and interaction, however, it differs substantially from the "algebraic" specification
languages we have used in the past.

Interface languages based on predicate calculus: Each interface language is
based on assertions written in first order predicate calculus with equality, and
incorporates programming-language-specific features to deal with constructs such
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as side effects, exception handling, and iterators. Equality over terms is defined in
the shared language; this provides the link between the two parts of a specification.

The crucial syntactic property of the shared language component is that it provides
to the interface language component a set of "sort" identifiers and a set of
"function" identifiers and function signatures. The function identifiers are
composed to build "terms," which are used to write first-order "assertions." The
sort identifiers and function signatures are used to "sort-check" terms much in the
same way as type identifiers are used to type-check programs. The crucial semantic
property of the shared language component is that it provides to the interface
language component a theory of equality for terms.

A specification written in an interface language has three parts: a "header," a
"body," and a "link" to the shared language component of the specification. The
syntax of the header is based on the syntax of the programming language. For
example, the types of the input and output arguments to a procedure are listed in the
header information of a procedure specification as they would be in an
implementation. The language of the assertions appearing in the body is based on
the shared language component, plus special assertions, which are introduced to
handle issues dependent on the semantics of the programming language. The
meaning of the assertions is based on first-order predicate logic with equality, where
equality is defined by the shared language component. The link identifies the shared
language component to be used.

By explicitly including a shared language component in an interface specification,
we gain the advantage that every symbol in an assertion is precisely defined within
the specification language itself. In some other specification methods there is a
reliance on an interpretation for symbols in an assertion, where the interpretation
comes from outside the specification language. In contrast, some other methods
[18][13] provide an assertion language defined within the specification language, but
restrict the symbols to come from a fixed set of primitives. We gain the advantage
that the user is able to provide just the symbols necessary to write the assertions in
the body of a specification.

2.4. The Larch Editing Tool

Joe Zachary completed the design of a syntax-directed editing tool that facilitates
the reading and writing of Larch specifications [211. This work proceeded from the
premise that the time has arrived to construct specialized tools to support the
specification process.

Currently, a writer faces a series of sequential syntactic and semantic checks in
producing a Larch specification. Context-free constraints are defined relative to free
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text; context-sensitive checks, relative to sentences in the context-free language;
and semantic constraints, relative to syntactically correct text. This style of
definition lends itself to a batch style of text production, with the editing and multiple
checking phases distinct from one another.

This style of support is not satisfactory, because it focuses upon detecting errors
some time after they are committed. Errors are often symptomatic of some more
fundamental confusion and should be pointed out to the writer as they occur. For
this reason, the editing and checking phases in the Larch editor are integrated. The
editor is interactively involved in the incremental production and checking of
specification text. A full range of error prevention, avoidance, and detection is
available automatically at all times during the development of a specification.

Several central design decisions derive from this. The first concerns the extension
of the Larch language. To allow full support at all times, partially completed
specifications are included in the language. The definition of grammatical
correctness is extended to include appropriate partial texts, and the context-
sensitive and semantic constraints are redefined in terms of the extended language.

To ensure that the editor can always treat its text as a specification, the editor is
syntax directed. By being syntax directed, it can restrict the form of developing
specifications to be syntactically correct, ruling out an entire class of errors in the
process. Text entry is simplified because the editor automatically supplies the
skeleton forms of constructs. It also displays a formatted version of the specification
at all times. The style of editing is derived from the Cornell Program Synthesizer
[19].

The editor design also provides support for reading specifications. Larch
specifications are written in small pieces that are combined to form the whole. Larch
encourages this style of writing by providing a means of reference between traits.
The constructs that provide references between traits specify textual
transformations upon them, giving alternate ways of presenting the same text. The
editor provides operations that interpret these constructs by constructing the
different presentations. A specification is not regarded as static sequential text, but
as a formal explanation designed for presentation by the editor.

Although the design of the editor is complete, it is as yet unimplomented. We
expect that an implementation effort will commence within the next year.

2.5. Interim Checking Tools

Pistol is a syntax checker for the Larch shared language that was designed and
implemented by Ron Kownacki during the past year. It provides interim machine
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support for the group's specification activities. In the style of the front end of a
compiler, it parses specifications and subjects them to the various context-sensitive
checks that are defined in the language manual. The checks are performed in
layers, with the occurrence of context-free errors suppressing the performance of
context-sensitive checking. Pistol also provides a primitive library facility and a
specification pretty-printer.

The process of designing Pistol played an important role in the evolution of the
shared language. The system was built using the group's software design
methodology. During the design phase, Kownacki completed both a system
specification to describe the intended behavior of the software and a structural
specification to describe the implementation. The act of constructing these
specifications resulted in several early indications of problems with the language. It
also served to increase the group's awareness of the difficulties that arise solely as a
result of the size of a specification.

The system has been of considerable value to SPD. Among other things, Pistol
was used to debug a library of sample traits that was thought to be largely error-free.
It was not. While the majority of the errors that were detected were simple
oversights, some served to highlight subtle mistakes in the meaning of the
specification.

Experimentation with the system has also allowed the group to identify certain
problems with the shared language and its context-sensitive checks that probably
could not have been discovered without machine support. One of Pistol's most
attractive features is that it is very flexible in response to language changes. This
quality has given the group a certain amount of freedom in the process of changing
the shared language and the checking rules that are associated with it.

Now that the Larch shared language has been frozen, SPD is interested in
expanding the functionality of Pistol in order to provide a more sophisticated interim
tool to support its ongoing efforts at specifying. One natural extension would be to
incorporate the semantic checks that must be applied to all specifications written in
the shared language. We are currently studying the issues involved in checking for
the properties of completeness and consistency.

It would also be useful to exploit other major benefits that are acquired through the
use of formalism, such as the opportunity to provide facilities that aid the specifier in
reasoning about the meaning of a specification. The incorporation of theorem
proving machinery seems to be a logical step in this direction.

It is expected that these three semantic capabilities -- cornploteness checking,
consistency checking and theorem proving -- will be provided within Pistol before
the end of 1983. The implementation will rely heavily upon the technology of term-
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rewriting systems. REVE (see Section 3) will provide the necessary support for this
project.

To support the interface tier of two-tiered specifications, a tool is being developed,
by Kathy Yelick to support the CLU Interface Language. Current plans for the
system include a syntax and static semantics checker. The language, based on the
CLU Interface Language defined by Jeannette Wing, incorporates a number of
syntactic changes believed to simplify the reading and writing of specifications.
Included in this project is the writing of a user manual for the revised interface
language and description of the tool. The work is expected to be complete in August
1983.

The interface language checker will be based on an LALR(1) parser produced
using the YACC parser generator. Context sensitive checks will include type and
sort checking of assertions. Terms in the interface language include object
identifiers, quantified variables, and function identifiers from the trait language.
Because the sort-correctness of a term in the interface language depends on its
definition in the trait language, the syntax checker will use the sort checking facilities
provided by Pistol to sort check most terms. In addition to the trait language terms,
there are special assertions to handle such CLU concepts as objects, multiple
termination, procedure arguments, and own variables. After completion of the
checker, the language and tool will be informally evaluated by using them to write
and check a relatively large specification.

3. THE REWRITE RULE LABORATORY

Term rewriting systems, also called rewrite rule systems, provide a model of
computation that has the interesting and useful property of being directly applicable
to obtaining decision procedures for equational theories [7]. Equational theories, in
turn, supply the formal basis of our approach to specification.

Pierre Lescanne, a visiting researcher from the Centre de Recherche en
Informatique de Nancy in France, developed a prototype system (in CLU) for
generating and analyzing term rewriting systems. The system, REVE [14], includes a
robust implementation of the Knuth-Bendix Completion Procedure [121 for
"completing" a set of rewrite rules, two simplification orderings on terms for proving
the uniform termination of such a rule set, and commands that rewrite terms for the
purpose of proving theorems.

Using the Knuth-Bendix procedure, REVE can be used to prove both equational
theorems and inductive theorems in the theory defined by a set of equations. The
successful completion of Knuth-Bendix. together with uniform termination, provides
a decision procedure for equational theorems. Huet and I-ullot[8] extendcd the
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"inductionless induction" technique presented in [17] in proposing a modification to
the Knuth-Bendix procedure that assists in the automatic proof of inductive
theorems. REVE incorporates this modification to Knuth-Bendix, building on the
formulation of the algorithm presented in [9]. The Knuth-Bendix implementation in
REVE makes use of a unification algorithm with nearly linear-time complexity [15'
Uniform termination is required by Knuth-Bendix; REVE constructs the termination
proof and runs Knuth-Bendix simultaneously. REVE differs from related systems
(e.g., Affirm [16]) in that the proof of termination is nearly automatic.

Both of the simplification orderings used in REVE are extensions to a partial
ordering on the function symbols, called a precedence, that appear in the rewriting
system. One of them, the (lexicographical) recursive path ordering, is presented in
[11] and is derived from the (standard) recursive path ordering [1]. This ordering
assumes that the precedence is given a priori.

The other ordering on terms used in REVE is the (recursive) decomposition
ordering [10]; REVE is the first system to use it. The two orderings yield similar
results when comparing two terms. The recursive path ordering is more useful for
termination proofs, since it can order an associativity equation while the
decomposition ordering cannot. However, the decomposition ordering does not
require an a priori precedence; rather, the decomposition oraring can assist in
dynamically building the precedence as successive pairs of terms are compared. It
is this feature, called incrementality, that allows REVE to prove termination semi-
automatically. REVE uses the recursive path ordering for termination proofs, and
the decomposition ordering to build the precedence.

Our group is in the early stages of using REVE. We have found the following
paradigm useful: We construct an algebraic specification of an abstract data type,
and attempt to complete the specification by invoking the Knuth-Bendix procedure.
If Knuth-Bendix is successful in producing a decision procedure for the equational
theory of the specification, we use REVE to prove theorems about the associated
abstract type. The completed specification, together with any theorems. can then be
used in conjunction with other completed specifications to produce decision
procedures for the equational theories of more complex specifications involving
many abstract types.

Randy Forgaard has almost completed a new production-quality implementation of
REVE (2]. This version features improved modularity, faster algorithms, and
increased functionality over the prototype program. The new implementation
extends the Rewrite Rule Laboratory prototype presented in [3], in that all basic
concepts and algorithms from rewrite rule theory that are used in REVE exist as
separate procedural and data abstractions in the program. Future extensions to
REVE, and implementation work by other researchers, can build on the extensive
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library of rewrite rule-related abstractions present in the Laborator'. This can lead
to faster development of new algorithm implementations, facilitate the exchange of
software between research groups, and encourage communication and cooperation
between the researchers comprising the international rewrite rule community.

The user interface to the new REVE was developed by Ellen Frederiksen, an
undergraduate. The interface is "friendlier" than that of the prototype REVE, and
incorporates a history mechanism, allowing the user to "undo" an invocation of
Knuth-Bendix. This is useful for removing pairs from the precedence that do not
lead to a successful termination proof, and for retracting equations that are
inconsistent with the rest of an equational theory.

During the past six months, our group has worked with a number of other research
groups on REVE-related development. In France. Pierre Lescanne, Jean-Pierre
Jouannaud, and their colleagues are: 1) developing an algorithm that checks for the
well-definition of functions. as required by the inductionless induction method of [81;
2) developing new methods of unification, serving to increase the set of algebraic
specifications to which REVE can be applied; and 3) improving the simplification
orderings used in REVE. At General Electric Corporate Research and Development,
David Musser and Deepak Kapur have designed and implemented a LOGO-like
language to serve as a command language for REVE and as a programming
language for prototype implementations of new rewrite rule algorithms, have
invented a new linear-time unification algorithm, and are exploring new
inductionless-induction strategies. Mandayam K. Srivas, Jay Hsiang, and their
students at the State Univ. of New York at Stony Brook, are implementing
associative-commutative unification, and are looking at a decision procedure for the
abstract type "boolean." All development efforts described aLf,,e that are
successful will be considered for inclusion in REVE; our group at MIT wi;! continue to
serve as the coordinator of future additions to REVE.

In August of this year, we will meet with the above research groups and other
interested parties at a five-day mini-conference in New York. Half of the meeting will
be a discussion of the rewrite rule research of the participants, and the other half will
be devoted to a study of REVE's implementation and the integration of new
extensions to REVE that are brought to the meeting.

In addition to the above colleagues, the prototype REVE is also being used by
Nachum Dershowitz at the Univ. of Illinois and by researchers at the Univ. of Texas,
Cornell Univ., Aerospace Corporation, Univ. of Colorado, and Univ. of Manchester in
England. A number of others have expressed interest in obtaining the production-
quality REVE when available. REVE is distributed free of charge to all who request it.
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1. OVERVIEW

This year, the Theory of Distributed Systems Group worked on various problems in
the theory of distributed computing, especially problems involving failures and
problems involving time. Areas of progress were: (1) impossibility of distributed
consensus (2) approximate agreement, (3) clock synchronization, (4) nested
transactions and orphan detection, (5) models for distributed computing which
incorporate time, (6) foundations of a theory of specification for distributed systems,
and (7) Byzantine Generals.

2. IMPOSSIBILITY OF DISTRIBUTED CONSENSUS

A major accomplishment was the discovery of an interesting and fundamental
impossibility result: the impossibility of reaching consensus among asynchronous
distributed processes, in the presence of even a single, very simple fault. The
asynchronous model is a very general, natural one to use for algorithm development.
(in fact, there have been various attempts to design distributed consensus
algorithms that would work within this model.) This result points out fundamental
limitations on its use. The paper [9], based on this result, was presented as the lead-
off paper at this year's Symposium on Principles of Database Systems.

The problem of reaching agreement among remote processes is one of the most
fundamental problems in distributed computing. It is at the core of many of
algorithms for distributed data processing, distributed file management, and fault-
tolerant distributed applications.

A well-known form of the problem is the "transaction commit problem" which
arises in distributed database systems [4], [11], [14], [15], [16], [17], [27], [28], [29],
[30]. The problem is for all the data manager processes which have participated in
the processing of a particular transaction to agree on whether to install the
transaction's results in the database or to discard them. The latter action might be
necessary, for example, if some data managers were. for any reason, unable to carry
out the required transaction processing. Whatever decision is made, all data
managers must make the same decision in order to preserve the consistency of the
database.

Reaching the type of agreement needed for the "commit" problem is
straightforward if the participating processes and the network are completely
reliable. However, real systems are subject to a number of possible faults such as
process crashes, network partitioning, and lost, distorted or duplicated messages.
One can even consider more Byzantine types of failure [2], [5]. [6], [13], [201, [21],
[24]. in which faulty processes might go completely haywire, perhaps even sending
messages according to some malevolent plan. One therefore wants an agreement
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protocol which is as reliable as possible in the presence of such faults. Of course,
* any protocol can be overwhelmed by faults that are too frequent or too severe, so

the best that one can hope for is a protocol which is tolerant to a prescribed number
of "expected" faults.

In this paper, we show the surprising result that no completely asynchronous
consensus protocol can tolerate even a single unannounced process death. We do
not consider Byzantine failures, and we assume that the message system is reliable
- it delivers all messages correctly and exactly once. Nevertheless, even with these
assumptions, the stopping of a single process at an inopportune time can cause any
distributed commit protocol to fail to reacl. agreement. Thus, this important problem
has no robust solution without further assumptions about the computing
environment or still greater restrictions on the kind of failures to be toleratedl

Crucial to our proof is that processing is completely asynchronous, that is, we
make no assumptions about the relative speeds of processes nor about the delay
time in delivering a message. We also assume that processes do not have access to
synchronized clocks, so algorithms based on timeouts, for example, cannot be used.
(In particular, the solutions in [4] are not applicable.) Finally, we do not postulate the
ability to detect the death of a process, so it is impossible for one processes to tell
whether another has died (stopped entirely) or is just running very slowly.

Our impossibility result applies to even a very weak form of the consensus
problem. Assume every process starts with an initial value in (0, 1). A nonfaulty
process decides on a value in (0, 1} by entering an appropriate decision state. All
nonfaulty processes which decide are required to choose the same value. For the
purpose of the impossibility proof, we require only that some process eventually
make a decision. (Of course, any algorithm of interest would require that all
nonfaulty processes make a decision.) The trivial solution in which, say, 0 is always
chosen is ruled out by stipulating that both 0 and 1 are possible decision values,
although perhaps for different initial configurations.

Our system model is rather strong so as to make our impossibility proof as widely
applicable as possible. Processes are modeled as automata (with possibly infinitely
many states) which communicate by means of messages. In one atomic step, a
process can attempt to receive a message, perform local computation based on
whether or not a message was delivered to it and if so on which one, and send an
arbitrary but finite set of messages to other processes. In particular, an "atomic
broadcast" capability is assumed, so a process can send the same message in one
step to all other processes with the knowledge that if any nonfaulty process receives
the message, then all the nonfaulty processes will. Every message is eventually
delivered as long as the destination process makes infinitely many attempts to
receive, but messages can be delayed arbitrarily long and delivered out of order.
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The asynchronous commit protocols in current use all seem to have a "window of
vulnerability" - an interval of time during the execution of the algorithm in which the
delay or inaccessibility of a single process can cause the entire algorithm to wait
indefinitely. It follows from our impossibility result that every commit protocol has
such a "window", confirming a widely-believed tenet in the folklore.

This result has already generated several follow-up results by other researchers.
Dolev, Dwork and Stockmeyer [3] have explored the sensitivity of our result to the
assumptions we made on the model. Ben-Or [1], in an attempt to circumvent the
limitation we discovered, has devised a clever probabilistic algorithm which solves
the problem. Rabin [25] has improved the time efficiency of an algorithm similar to
Ben-Or's, by utilizing certain cryptographic capabilities.

There are other possible approaches besides probabilistic algorithms, for avoiding
the serious limitation described by this result. In certain situations, one could use
approximate rather than exact agreement. Or, one could use algorithms that are not
purely asynchronous, but rather use time in significant ways. We have been
exploring both of these possibilities, and discuss them below.

3. APPROXIMATE AGREEMENT

In contrast to the impossibility result for simple consensus, new and simple
algorithms have been obtained for approximate agreement on real values. A paper
based on this work, [7], has been submitted to a conference.

In this work, we consider a variant on the distributed consensus problem, in which
processes start with arbitrary real values rather than bit values or values from some
bounded range. The object is for nonfaulty processes to agree on a value, in spite of
the presence of a small number of faults. These can even be "Byzantine" types of
faults - completely arbitrary, possibly malicious behavior. We assume a model in
which processes can send messages containing arbitrary real values, and can store
arbitrary real values as well.

We consider the case where approximate agreement suffices. Thus, we require
algorithms in which all processes are guaranteed eventually to halt, and the
following two conditions hold:

(a) Agreement

All nonfaulty processes eventually halt with values that are the same to within some
small predetermined t.

(b) Validity
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The value output by any nonfaulty process must be in the range of initial values of
the nonfaulty processes.

Thus, in particular, if all nonfaulty processes should happen to start with the same
initial value, the final values are all required to be the same as that common initial
value.

We consider both the synchronous and asynchronous versions of the problem.

First, we obtain a simple and rather efficient algorithm for the synchronous version.
This algorithm works by successive approximation, with a provable convergence
rate which depends on the ratio between the number of faults and the total number
of processes. The algorithm is only guaranteed to converge in the c 30 where the
total number of processes is more than three times the number of possible faults. At
every round of the algorithm, each process applies a kind of "averaging" function to
the previous round's values of all processes. This averaging function operates by
discarding a small fixed number of smallest and of largest values, before computing
the mean (or midpoint). Termination is achieved using a simple binary Byzantine
agreement on whether to halt. We also show that no such algorithm is possible in
the case where the total number of processes is at most three times the number of
possible faults.

Second, we extend the algorithm to the asynchronous case. In this case, the rate
of convergence is slower, and the total number of processes required by our
algorithm is more than five times the number of possible faults. The algorithm is
based on the same averaging function as the synchronous algorithm. In the
asynchronous case, we cannot use the simple trick of Byzantine agreement to
decide on halting. since Byzantine agreement has b6en shown [9] to be impossible
in the asynchronous case. Instead, we use another trick, which insures that all
processes halt, but permits different processes to halt at different times.

An advantage of the simple convergence algorithm used here, over the usual
Byzantine Agreement algorithms, is that it tolerates transient faults to a much greater
extent.

We have also obtained lower bound results that show, under certain restrictions,
that the rate of convergence of estimates yielded by our algorithm is optimal.

The problem of reaching approximate agreement on a real value appears to be a
key component of the problem of synchronizing real-valued local clocks. Therefore,
it appears that our approximate agreement algorithms have application to software
clock synchronization in the presence of faults. These results are now being worked
out in [221, and will be discussed further in the following section.

159



THEORY OF DISTRIBUTED SYSTEMS

4. CLOCK SYNCHRONIZATION

Jennifer Lundelius is working on a Masters' thesis on clock synchronization. This
research effort is directed toward exploring the problem of synchronizing clocks of
processes in a distributed system. We have begun to formulate a series of
progressively more accurate models. Within each model, we want to prove lower
bounds on how closely processes' clocks can be synchronized (agreement
condition), and present algorithms that achieve that bound. We are also concerned
with making sure the new values of the clocks bear some relation to the previous
values (validity condition).

We model the situation in which n processes communicate by sending messages.
The message system is reliable and delivers all messages within a fixed amount of
time plus or minus a bounded amount of uncertainty. Each process has a read-only
clock, (a monotone increasing function from real numbers to real numbers), and a
local correction variable which it can change in order to reset the clock. Processes
are modeled as automata with states and transition functions. In one step, a process
can receive messages, read its clock, change state and send out a finite number of
messages. An execution of a system is represented as a sequence of events
occurring at specific times, ,where an event is the delivery of a message or a process
taking a step.

The dimensions along which the models differ include:

- introducing error in the clock rates - that is, allowing the clocks to be fast or slow,

- considering the time taken by each step of the processes. When this is nonzero,
a buffer of waiting messages is required.

- allowing some number of the processes to be faulty, including the possibility of
Byzantine failures. Presumably, there is some ratio of faulty to nonfaulty processes
above which "synchronization" is not possible, as in the classical Byzantine
Agreement problem.

So far, we have considered the fault-free case with no clock drift and
instantaneous step time. The main result we have obtained is that it is in,, 'ssible to
synchronize n processes any closer than (2 - 2/n)i. where F is the uncertainty in the
message delay. The proof technique consists of assuming that there is an algorithm
that can synchronize more closely, and considering various executions of the system
of processes in which certain parameters are altered as much as possible within the
uncertainty of the system, until finally a contradiction is reached.

There is a very simple algorithm which achieves exactly this deqree of synchrony.
Namely, each process sends a message containing its clock reading to each other
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process, estimates the other processes' clock values at a single time, assuming the
average message delay, and sets its clock to the average of all the clock values,
including its own. This algorithm is guaranteed to synchronize to within (2 - 2/n)E;
thus, the bound is tight. Moreover, the validity condition is satisfied.

In the case of Byzantine failures, the kind of averaging functions used in [7] are
used in place of the ordinary mean. This yields clock synchronization algorithms
which are tolerant to a small number of faults.

Current efforts are directed toward characterizing exactly what can be achieved in
the Byzantine case. There is also still much work to be done in the fault-free case
considering non-zero clock drift and non-zero process step time.

5. NESTED TRANSACTIONS AND ORPHAN DETECTION

Interesting examples of distributed algorithms designed to work in the presence of
failures are the algorithm implementing nested transactions and the "orphan
detection" algorithm, both used in the implementation of Argus. (See Programming
Methodology Group for information about Argus.) N. Lynch [19] and J. Goree [10]
worked on formal studies of the correctness of these algorithms.

In the past few years, there has been considerable research on concurrency
control, including both systems design and theoretical study. The problem is
roughly as follows. Data in a large (centralized or distributed) database is assumed
to be accessible to users via transactions, each of which is a sequential program
which can carry out many steps accessing individual data objects. It is important
that the transactions appear to execute "atomically", i.e., without intervening steps
of other transactions. However, it is also desirable to permit as much concurrent
operation of different transactions as possible, for efficiency. Thus, it is not
generally feasible to insist that transactions run completely serially. A notion of
eq uivalence for executions is defined, where two executions are equivalent provided
they "look the same" to all transactions and to all data objects. The serializable
executions are just those which are equivalent to serial executions. One goal of
concurrency control design is to insure that all executions of transactions be
serializable.

Several characterization theorems have been proved for serializability; generally,
they amount to the absence of cycles in some relation describing the dependencies
among the steps of the transactions. A very large number of concurrency control
algorithms have been devised. Typical algoritims are those based on two-phase
locking [81, and those based on timestamps [12]. Although many of these algorithms
are very different from each other, they can all be shown to be correct concurrency
control algorithms. The correctness proofs depend on the absence-of-cycles
characterizations for serializability.
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More recently, it has been suggested [18], [23], [27] that some additional structure
on transactions might be useful for programming distributed databases, and even for
programming more general distributed systems. The suggested structure permits
transactions to be nested. Thus. a transaction is not necessarily a sequential
program, but rather can consist of (sequential or concurrent) sub-transactions. The
intention is that the sub-transactions are to be serialized with respect to each other,
but the order of serialization need not be completely specified by the writer of the
transaction. This flexibility allows more concurrency in the implementation than
would be possible with a single-level transaction structure consisting of sequential
transactions. The general structure allows transactions to be nested to any depth,
with only the leaves of the nesting tree actually performing accesses to data.

Transactions are often used not only as a unit of concurrency, but also as a unit of
recovery. in a nested transaction structure, it is natural to try to localize the effects
of failures within the closest possible level of nesting in the transaction nesting tree.
One is naturally led to a style of programming which permits a transaction to create
children, and to tolerate the reported failure of some of its children, using the
information about the occurrence of the failures to decide on its further activity. The
intention is that failed transactions are to have no effect on the data or on other
transactions. This style of programming is a generalization of the "recovery block"
style of [26] to the domain of concurrent programming. Indeed, this style seems to
be especially suitable for programming distributed systems, since many types of
failures of pieces of programs are likely to occur in such systems.

Reed's system uses multiple versions of data to implement nested transactions
which tolerate failures of sub-transactions. Moss has abstracted away from Reed's
specific implementation of nested transactions, and has presented a clear intuitive
description of the nested transaction model. He has also developed an alternative
implementation of the nested transaction model, based on two-phase locking. This
model and implementation are fundamental to the Argus distributed computing
language, now under development by Liskov's Group.

The basic correctness criteria for nested transactions seem to be clear enough,
intuitively, to allow implementors a sufficient understanding of the requirements for
their implementation. However, some subtle issues of correctness have arisen in
connection with the behavior of failed sub-transactions. For example, the Argus
group has decided that a pleasant property for an implementation to have is that all
transactions, including even "orphans" (subtransactions of failed transactions),
should see "consistent" views of the data (i.e., views that could occur during an
execution in which they are not orphans). The implementation goes to considerable
lengths to try to insure this property, but it is difficult for the implementors to be sure
that they have succeeded.
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It seems clear that some basic groundwork is needed before such properties can
be proved. Namely, the theory already developed for concurrency control of single-
level transaction systems without failures needs to be generalized to incorporate
considerations of nesting and failures. The model needs to be formal, in order to
allow careful specification of all the correctness requirements - the simple and
intuitive ones, as well as the rather subtle ones.

The paper [19] begins to develop this groundwork. First, a simple "action tree"
structure is defined, which describes the ancestor relationships among executing
transactions and also describes the views which different transactions have of the
data. A generalization of serializability to the domain of nested transactions with
failures, is defined. A characterization is given for this generalization of
serializability, in terms of absence of cycles in an appropriate dependency relation
on transactions. A slightly simplified version of Moss' algorithm is presented in
detail, and a careful correctness proof is given.

The style of correctness proof for the algorithm appears to be quite interesting in
its own right. The description of the algorithm is presented in a series of levels, each
of which is an "event-state" algebra with unary operations, and each (but the first) of
which "simulates" the previous one. The basic problem statement is given as the
highest level algebra, and successively lower levels provide increasing amounts of
implementation detail. In particular, both the problem specification and the
implementation are presented as the same kind of mathematical object, an event-
state algebra. At e'ery level, we want to present algorithms with the maximum
possible amount of nondeterminism consistent with correctness. not forcing any
unnecessary implementation decisions. Therefore, we do not describe algorithms in
the usual way, using programs with specified flow of control. Rather, we present
algorithms as collections of events with corresponding preconditions.

One novel aspect of the simulations we use, different from the usual notions of
"abstraction" mappings, is that our simulations map single lower level states to sets
of higher level states, rather than just single higher level states. (We call them
"possibilities" mappings.) This extra flexibility seems quite convenient for many
implementations, allowing the more "concrete" algebra sometimes to contain less
information than the more "abstract" algebra. For example, it might be easy to
prove correctness of an algorithm which maintains lots of auxiliary information. Tile
correctness of an algorithm which maintains less information could be proved, in our
model, by showing that it simulates the algorithm which maintains the auxiliary
information.

While possibilities mappings are convenient for proving correctness of ordinary
centralized algorithms, they produce their greatest payoff for distributed algorithms.
Namely, a distributed algorithm is described as a special case of an event-state
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algebra, a "distributed algebra". In a distributed algebra, the state set is just a
Cartesian product, with event preconditions and transitions defined componentwise.
To show that a distributed algebra simulates some other "abstract" algebra, it
suffices to define an appropriate possibilities mapping from the global states of the
distributed algebra, to sets of states of the abstract algebra. It turns out to be
extremely natural to describe such a mapping by first describing a possibilities
mapping from the local state of each component to sets of abstract states. The
image of a local state under this mapping just represents the set of possible global
states consistent with the knowledge of the particular component. The possibilities
for the entire distributed algebra are simply obtained by taking the intersection of the
possibilities consistent with the knowledge of all the components.

It appears that this technique extends to give natural proofs of many algorithms,
especially distributed algorithms, and thus warrants further investigation. Goree (101
presents a more complete (and slightly more general) development of the technique
than is presented in this paper. Other related work is that of Stark [31]. He is
carrying out a very general treatment of event-state algebras, incorporating
considerations of modularity to a much greater extent than is present in this paper,
and handling fairness and eventuality properties as well as safety properties.

John Goree's Masters' thesis was completed in January, and dealt with
correctness of the "orphan detection" algorithm. This thesis defines a property
called "view-serializability," which formalizes internal consistency for a system of
nested atomic transactions. Internal consistency is a stronger condition than the
usual notion of database consistency, because it takes into account the views of
transactions which will never commit. In a distributed system, local aborts of remote
suba.,tions and crashes of nodes can generate orphans: active actions which are
descendants of actions that have aborted or are guaranteed to abort. Because it is
not always feasible or efficient to eliminate orphans immediately, special care is
needed to insure that they see consistent system states when they are allowed to
continue running. We investigate a particular dynamic detection strategy designed
to detect orphans before they violate internal consistency. This algorithm
piggybacks abort and crash information on the normal messages between nodes.
We consider a simpler algorithm that only handles orphans arising from explicit
aborts. We describe the simplified orphan detection algorithm at various levels of
abstraction, using an algebraic model convenient for describing asynchronous
systems. The highest-level model is specified in terms of a (virtual) global state. At
this level of abstraction we require that the states generated by the model satisfy
view-serializability. Lower-level models progressively localize the description of the
algorithm's operation, and the lowest level of abstraction presents a fully distributed
model of the (simplified) orphan detection scheme.
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6. MODELS FOR DISTRIBUTED COMPUTING WHICH
INCORPORATE TIME

If computing is done using a model that is not complete asynchronous, but rather
makes some assumptions about relative rates of processes, or makes use of local
clocks and assumptions about event times, then the limitations described in Section
2, above, do not apply. In fact, there are many consensus protocols in the literature
which depend on assumptions involving time.

The correctness of some of these protocols seems less than obvious: it appears
that there is a need for formal models for distributed systems that use time, of the
same simplicity and rigor as now exist for synchronous and asynchronous systems.
This need became quite evident when we began writing up proofs of some of the
clock synchronization results; there simply did not seem to exist appropriate formal
models for proving our results.

We have therefore begun development and study of formal models for distributed
computing which use time explicitly. So far, a preliminary set of basic definitions for
a simple automata-theoretic model has been devised. We hope that some version of
this model will be usable in careful reasoning about the correctness of algorithms
which use time.

7. FOUNDATIONS FOR A THEORY OF SPECIFICATION FOR
DISTRIBUTED SYSTEMS

Gene Stark has been working on a Ph.D. dissertation entitled: "Foundations of a
Theory of Specification for Distributed Systems." This work has two major foci: one,
the development of a mathematical model of distributed/concurrent computer
systems which incorporates as primitive notions the concepts of hierarchy and
modularity, and which is independent of any particular programming or specification
language; and two, the use of this model as the basis for investigating a particular
approach to specifying the behavior of distributed systems, called state-transition
specification. Hierarchy is concerned with viewing a single systj;- at a number of
levels of abstraction, whereas modularity is concerned with the formation of
composite systems from a collection of independent components. Novel features of
this work include: (1) the integration of the notions of hierarchy and especially
modularity into a theory of specification; (2) development of a single mathematical
model which provides abstract, language-independent definitions of the notions of
implementation and correctness, and which can serve as a foundation upon which
disparate specification techniques can be based and compared; (3) the ability to

* specify both safety (invariance) and liveness (eventuality) properties of systems, and
to reason about these properties in a single framework: (4) the development, as an
integral part of the technique of state-transition specification, of a systematic method
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for constructing proofs of correctness for implementations involving modules
specified by this technique.

The fundamental notion that links the mathematical model to the real world is that
of an event, which is an instantaneous observable occurrence during the operation
of a computer system. Associated with each particular level of abstraction is a
partitioning of the events of a system into a collection of event classes. Examples of
event classes are: the class of all events in which the variable x gets set to three,
and the class of all events in which process A submits a message to a transrnission
system for delivery to process B. The collection of all event classes for a system at a
particular level of abstraction is called the interface of the system. Associated with
an interface is a collection of possible observations, each of which associates an
event class with each instant of time, where each time instant corresponds to a point
on the real line. Thus each observation is the record of the behavior of a system
during a particular execution, and the interface of a system is the "syntax" from
which observations are formed. The set of all possible observations that can be
produced by a particular system is called the behavior of that system.

Hierarchy and modularity are captured by the formalism in the form of abstraction
and decomposition maps, both of which are a kind of projections on observations.
An abstraction map maps an observation expressed in terms of a fine-grained
classification of the system events into a corresponding observation expressed in
terms of a coarser-grained classification; thus modeling the passage from a level of
more detail to one of less. A decomposition map is a vector of projections, each of
which takes an observation for a "composite" system and produces a version of that
observation which is "localized" to a single module in the system, in much the same
way that a local view of the operation of a complex electronic circuit by placing the
probes of a logic analyzer at the pins of a single integrated circuit package. The
notions of implementation and correctness are defined in terms of abstraction and
decomposition maps. The problem of system specification becomes the problem of
defining which are the "good" observations for a system.

The interface of a system can be viewed as an alphabet, and each observation for
that interface as a (possibly infinite) string over that alphabet. The set of "good"
observations for a system can therefore by viewed as a language over the system
interface. A classical method of defining a language is by an automaton that
generates it. The technique of state-transition specification is based on this analogy.
The good observations for a system are described by introducing a set of conceptual
states of the system, and defining a kind of automaton with this state set, each
computation of which generates an observation. The set of conceptual states and
associated automaton are introduced merely as a tool for describing the observable
aspects of system behavior; they need not have anything to do with the actual
implementation of the system. The description of the automaton constitutes the

166



THEORY OF DISTRIBUTED SYSTEMS

specification of the safety properties of the system. Liveness properties are
expressed by an additional predicate on computation, which defines certain
computations of the automaton to be "valid" and the remainder to be "invalid." An
observation is defined to be "good" if and only if it can be generated by some valid
computation of the automaton.

The utility of the state-transition approach to specification is tested through
application to example problems, including a distributed resource management
system and a reliable message transmission system which uses the alternating bit
protocol. In each example, specifications are given for an abstri t module to be
implemented, and for component modules which are used to implement the abstract
module. These specifications are used in rigorous proofs that the implementations
are correct. Examination of these proofs yields some interesting proof-structuring
principles that should be generally useful.

8. BYZANTINE AGREEMENT

Brian Coan has been investigating the problem of reaching Byzantine agreement
on long values in a synchronous system. This is the problem of reaching agreement
in a system of processes some of which may fail. A possibly faulty commander
distributes a value to each process. After executing the Byzantine agreement
algorithm, each process must choose an answer. If the commander distributed its
value correctly, all correct processes must agree on that value. In any event, all
correct processes must agree on some common value. The processes
communicate over a network that is fully connected, reliable, and identifies the
sender of each message. Process failures can produce arbitrary, even malicious,
behavior. This problem was first defined by Pease, Shostack, and Lamport [24] who
show that algorithms exist only when the total number of processes exceed the
number of faulty processors by more than a factor of three. A result of Lynch and
Fischer [20] shows that in any algorithm the number of rounds of communication
must exceed the number of faulty processes.

A basic building block in Byzantine agreement algorithms is the binary Byzantine
agreement algorithm -- agreement on one bit. An algorithm due to Turpin [32]
reaches Byzantine agreement on an arbitrary message value using the binary
Byzantine agreement algorithm and a small amount of additional overhead (two
rounds of message exchange). This algorithm is important because it is the best
known with respect to the number of message bits required to reach Byzantine
agreement on a long value. Coan has developed an improved version of this
algorithm that removes a restriction that Turpin imposes on the behavior of the
binary Byzantine algorithm used. Turpin's restriction increases the constraints on
the answer of the correct processes when the commander is faulty. Therefore,
Turpin's construction may be incompatible with some binary Byzantine generals
algorithms.
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An important feature of both of these algorithms is that they solve a complex
distributed problem by decomposing it into simpler subproblems. In the past, the
technique of decomposing a problem has been used with more success in
sequential algorithms than in distributed algorithms. The decompositions here are
evidence that the binary Byzantine generals algorithm may prove to be a important
building block in many distributed algorithms.

We conducted a research seminar in the Spring of 1983 entitled "Coping with
Failure in Distributed Algorithms". This seminar surveyed various techniques for
introducing fault-tolerance into distributed algorithms. In particular, we went
through most of the significant work that has been done on the Byzantine Agreement
problem. Several students in the seminar carried out independent research on
aspects of Byzantine agreement.

9. FUTURE PLANS

The Theory of Distributed Systems Group plans to continue working on issues
involving reliability and timing in distributed systems.

(a) Computing Using Time:

We will complete development of formal models for computing using time, and
attempt to prove fundamental results about the power of models that use time in
various ways. We will use these models to prove correctness of some distributed
algorithms that use timeouts. (Particular examples are the timeout-based consensus
algorithms of Dolev and Strong [4] and of Rabin [25]. Other examples arise in
network fault-detection algorithms.) We will consider the usability of these models
as semantic models for real-time programming languages.

We will continue studying the basic capabilities of software clock synchronization.

(b) Reliability in Distributed Algorithms

We plan to look further at the orphan algorithm, to try to better understand its
behavior in the presence of node crashes. More generally, we will seek a better
understanding of techniques for achieving data consistency in the face of failures
that lose information. We will also consider techniques for achieving various kinds
of reliability in networks.

(c) Verification of Distributed Programs

We will try to determine if the methodology we have used for the multi-level proof of
the nested transaction and orphan algorithms is more generally useful for distributed
program verification.
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(d) High-Level Constructs for Efficient and Reliable Distributed Computing

We would like to understand an appropriate framework for distributed transaction
processing in the presence of network partitioning (perhaps even as the normal
mode of operation). We would also like to understand the high-level primitives that
are necessary to describe the strict timing and reliability requirements for
applications such as avionics.

Some specific plans for this coming year include a postdoctoral visit by Dr. Cynthia
Dwork, a new course in distributed algorithms, and possibly another research
seminar.
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